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Abstract

Nowadays, the main advances in computational power are due to parallelism. However, most parallel
languages have been designed with a focus on processors and threads. This makes dealing with data and
memory in programs hard, which distances the implementation from its original algorithm. We propose a
new paradigm for parallel programming, the data-autonomous paradigm, where computation is performed
by autonomous data elements. Programs in this paradigm are focused on making the data collaborate in a
highly parallel fashion. We furthermore present AuDala, the first data autonomous programming language,
and provide a full formalisation that includes a type system and operational semantics. Programming
in AuDala is very natural, as illustrated by examples, albeit in a style very different from sequential
and contemporary parallel programming. Additionally, it lends itself for the formal verification of parallel
programs, which we demonstrate.
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1. Introduction

As increasing the speed of sequential processing becomes more difficult [I], exploiting parallelism has be-
come one of the main means of obtaining further performance improvements in computing. Thus, languages
and frameworks aimed at parallel programming play an increasingly important role in computation. Many
existing parallel languages use a task-parallel or a data-parallel paradigm [2].

Task-parallelism mostly focuses on the computation carried out by individual threads, scheduling tasks
to threads depending on which threads are idle. In data-parallelism, threads execute the same function but
are distributed over the data, thus performing a parallel computation on the collection of all data.

In a shared memory setting, programs in both paradigms require careful design of memory layout,
memory access and movement of data to facilitate the threads used by the program. Examples of this are
the use of barriers and data access based on thread id’s, as well as access protocols. Not only is extensive
data movement costly and hinders some performance optimizations [3] [4], the memory handling necessary
throughout the entire program due to the focus on threads only widens the gap between algorithms and
implementation as noted by, for instance, Leiserson et al. [1]. Therefore, to promote memory locality and
more algorithmic code, a new data-focused paradigm is needed.

In the conference version of this paper [5], we proposed the new data-autonomous paradigm, where data
elements not only locally store data and references, but also execute their own computations. Computations
are always carried out in parallel by all data elements; this is governed by a schedule. Data elements can
cooperate through stored references. The paradigm completely abstracts away from processors and memory
and is fully focused on data, compared to task- and data-parallelism (see Figure [1)).

The paradigm provides several benefits. First, it results in a separation of concerns: code concerning
data structures, algorithms and orchestration is properly separated. Furthermore, parallelism is encouraged
by always running computations concurrently on groups of data elements. Finally, the paradigm promotes
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Figure 1: Approximate placement of related work on an axis from process-focused (left) to data-focused (right) paradigms.

a bottom-up design process, from data structure to computations to schedule. Through these benefits, the
paradigm and languages based on the paradigm facilitate a more intuitive understanding of how the data
interacts in a parallel program, and therefore what that program actually does. We foresee that the data-
autonomous paradigm is particularly well suited for graph algorithms and other procedures that operate on
unstructured data.

We also introduced AuDal.a [5], the Autonomous Data Language, the first data-autonomous program-
ming language, which explores what programming in the data-autonomous paradigm would be like. As
opposed common programming languages like C++/CUDA [I7, 24] or theoretical frameworks like the
PRAM [25] or PPM [26], the focus of AuDal.a is neither the performance of parallel programming, nor is
(mainly) the expression of parallel algorithms. Instead, AuDaLa’s focus is to be a simple yet implementable
and usable parallel programming language which follows the data autonomous paradigm and promotes the
creation of accessible and understandable parallel programs. AuDala facilitates the understanding of the
effects of a parallel program by its enforced structure, and its decoupling of loops from parallelism. By
keeping AuDaLa compact and formally defining AuDal.a’s semantics, AuDala is small and independent of
specific hardware for both execution and formal verification.

In AuDala, structs, steps and a schedule are responsible for data, computation and orchestration, respec-
tively. We explained AuDal.a’s design principles using an example, and gave further examples of AuDal.a
programs implementing basic parallel methods. AuDala’s behaviour is completely formalised in an oper-
ational semantics, enabled by its compact syntax. The semantics enabled us to show [27] that AuDalLa is
Turing complete.

The conference version of the paper focused mostly on the requirements of keeping AuDala simple,
accessible and understandable. While the operational semantics allowed for an implementation, we provide
an alternative semantics suitable for execution on systems with a weak memory model in [28], thereby making
AuDaLa more feasible for implementation on most modern processors. The two semantics are equivalent
under the absence of read-write race conditions. A prototype compiler from AuDaLa to CUDA is presented
in [29], along with other implemented algorithms.

This work extends [5] by providing a type system, additional example programs and correctness proofs.
In particular, we make the following contributions:

e We provide a formal type system for AuDala, which determines when programs are well-formed.

o We extend the set of examples with three additional AuDaLa programs. The first is a program for
sorting with a worst case time complexity of O(logm), where m is the length of the to be sorted list.
This program is followed by two programs for the 3SUM problem, one of which uses a nested fixpoint.

e We provide a theorem which specifies the exact effect of the execution of commands in well-formed
programs, as well as some other properties (Theorem [7.14]). This significantly simplifies the notation
in later theorems and proofs.

e We prove that both our AuDaLa programs for prefiz sum and the new O(log m) sorting algorithm are
correct (Theorems [8.8/and [8.19] respectively). These proofs demonstrate that AuDalLa’s separation of
concerns also helps to separate the proofs into two independent parts.
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Figure 2: The three main components of an AuDala program.

Our basic lemmas and correctness proofs serve as inspiration for the techniques required for reasoning about
AuDalLa programs. They can thus form the basis for a future proof system.

Overview. We first discuss the concepts of AuDalLa in Section 2l We then give the syntax of AuDala in
Section [3] the type system in Section[d and a semantics in Section[5} We discuss more examples in Section [6]
We then prove some properties of AuDala in Section [7] before proving two example programs correct in
Section [§] Lastly, we review related work in Section [J] and conclude in Section [I0]

All sections benefit from having read Section [2] Sections [] [f] and [6] require knowledge of Section [3]
and Sections [7] and [§] require knowledge of Sections [3] [4] and [5} Section [§] also requires familiarity with the
code for prefix sum presented in Section [2| and the code for the O(logm) sorting algorithm presented in
Section [6.3] Sections 0] and [I0] benefit from any section, but only require the introduction to have been read.

2. Concepts And Motivating Example

In this section, we first discuss the concepts of AuDala, and subsequently we design a program for the
prefix sum problem in AuDaLa as a motivating example.

AuDaLa has three main components: structs, steps and a schedule. The relation between these com-
ponents is shown in Figure [2] Structs are data type definitions from which data elements are instantiated
during runtime. They contain the name of the data type and the parameters available to data elements of
that type. See Listing [3] for an example of a struct definition.

When starting an AuDal.a program, a special null-instance is created for every struct, which is a data
element representing non-existing instances of that struct. It can be considered a constant default instance
of a data type, which is inherently stable in the values of its parameters. This is distinct from the use of
null-pointers in other common languages, which do not point to an existing address. Among other things
null-instances can be used for initialisation, since it already exists when launching the program. Note that
this means that reading a null-instance is a valid operation in AuDalLa and does not warrant an interruption
to halt the program, like reading null-pointers does for other programming languages.

Each struct contains zero or more steps, which represent operations a data element instantiated from
that struct can do. A step contains simple, algorithmic code, consisting of conditions and assignments,
without loops. This makes steps finite and easy to reason about. Within a step, it is possible to access the
parameters of the surrounding struct and also to follow references stored in those parameters. Since these
access patterns are known at compile-time, we can increase memory locality by grouping struct instances in
a suitable manner.

The schedule prescribes an execution order on the steps. It contains step references and fixpoint operators
(Fiz). The occurrences of step references and fixpoint operators are separated by synchronization barriers
(‘<’). Execution only proceeds past a barrier when all computations that precede the barrier have concluded.
Whenever a step occurs in the schedule, it is executed in parallel by all data elements which contain that
step, although it is also possible to invoke a step for data elements of a specific type. AuDaLa programs are
thus inherently parallel.

We do not make assumptions about a global execution order of statements executed in parallel. In
particular, code is not necessarily executed by multiple struct instances in lock-step. Furthermore, we allow
the occurrence of race conditions within one step, see also Section @ Thus, barriers (and implicit barriers,
see below) are the main method of synchronisation.



kernel void koggeStone(const local T *in, local T xout) {
out[tid] = in[tid];
barrier();
for (unsigned offset = 1; offset < n; offset x= 2){
T temp;
if (tid > offset) temp = out[tid — offset];
barrier();
if (tid > offset) out[tid] = temp @ out[tid];
barrier();

1}

Listing 1: OpenCL kernel for Prefix Sum (from [I8])

~global  void scan(float *g_odata, float xg_idata, int n){
extern _ shared  float temp]];
int thid = threadldx.x;
int pout = 0, pin = 1;
temp[pout*n + thid| = (thid > 0) ? g_idata[thid—1] : 0;
__syncthreads();
for (int offset = 1; offset < n; offset *= 2){
pout = 1 — pout; swap double buffer indices
pin = 1 — pout;
if (thid >= offset)
temp[pout*n-+thid| += temp[pin*n-+thid — offset];
else
temp[pout*n—+thid] = temp[pin*n+thid]
___syncthreads();

g_odata[thid] = temp[pout*n+thid];

}

Listing 2: CUDA kernel for Prefix Sum (or Scan) (from [24])

Iterative behaviour is achieved through a fixpoint operator, which executes its body repeatedly until an
iteration occurs in which no data is changed. At this point, a fixpoint is reached and the schedule continues
past the fixpoint operator. Between the iterations of a fixpoint, there is an implicit synchronisation barrier.
For an example schedule, see Listing [4]

To give an example of these components in action, we consider the prefiz sum problem: given a sequence
of integers z1,...,x,, we compute for each position 1 < k < n the sum Zlea:i. We have included OpenCL
and CUDA implementations of the problem that previously occurred in the literature [I8] [24], see Listings
and 2] Here, we omit the initialization to focus on the kernels. In Listing [T} the kernel first copies the
input array to the output array, after which it uses an offset variable to check whether an element of the
array needs to keep updating itself with other elements. It uses an auxiliary element “temp” to facilitate this
update. In Listing[2] the kernel uses a single array which is twice as big as the original array to alternate the
updates between the front half and the back half of the array. The method is similar to the method of the
the OpenCL example, but it does need to synchronise less due to the alternation in the array. Both kernels
require synchronization barriers in their code, as well as an offset variable to check which data needs to be
operated on, against which the thread ids need to be checked multiple times per execution. This makes the
intended use of the program opaque to those not initially familiar with CUDA or OpenCL.

To design a corresponding AuDala program, we follow the design structure suggested in Figure 2| As
before, we omit the initialization. In the prefix sum problem, the input is a sequence of integers. We model
an element of this sequence with a struct Position containing a value val. We also give every Position a
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Figure 3: Execution of Prefix Sum on a small list. The left side of a list element holds the parameter val, while the right side
holds the parameter auzval. The parameter prev is shown as unmarked black arrows, while the parameter auzprev is shown as
unmarked grey arrows.

reference to the preceding Position, contained in parameter prev, as seen in Listing This is needed to
compute the prefix sum. The value of prev for the first position in the list is set to null, referencing the
null-Position. This null-instance has the values 0 for val and null for prev. In Listing [4] the steps read and

struct Position(val: Int, prev: Position){ |...] }

Listing 3: Partial AuDaLa code for the structs for Prefix Sum

write of the Position struct are shown. These steps are based on the method for computing prefix sum in
parallel, as shown in Figure [3] which was introduced by Hillis and Steele [30]. Every Position first reads
prev.prev and prev.val from their predecessor in the step read, and after synchronisation, every position
updates their prev to prev.prev and their val to val + prev.val in the step write. As the scope of local
variables in AuDaLa does not exceed a step, the use of additional parameters auzprev and auzval in the
read step is required to recover the value in the write step. The steps do not need an offset variable like
the CUDA and OpenCL kernels, as Positions which reached the beginning of the list have a null-instance
as predecessor and can still execute the steps.

For our program schedule, we want to repeat read and then write until all Positions have reached the
beginning of the list, which results in the schedule as shown in Listing[d] Eventually, all Positions will have
null as their predecessor and no parameters will change further (as null.val = 0 and null.prev = null),
causing the fixpoint to terminate.

struct Position(val: Int, prev: Position, auzval: Int, auzprev: Position){
read { xstep definitionsx
auzval = prev.val;
AUIPTEV = PTrev.prev;

}
write { xstep definitionx
val := val + auxval,;
prev := aurprev;
M
Fix(read < write) xschedulex

Listing 4: AuDalLa code for Prefix Sum with steps and a schedule

As illustrated by Listing [@] and by Figure 2, AuDaLa has a high separation of concerns: structs model
data and their attributes, steps contain the algorithmic code and the schedule contains the execution. This
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approach requires no synchronization barriers in the user code for the steps, no variables to find the right
indices for memory access and no offset variables to avoid going out of bounds. While it may still be opaque
to people not familiar with AuDal.a, we are confident that the threshold for attaining this familiarity is
generally lower than hardware-focused languages like CUDA and OpenCL.

3. Syntax

In this section, we highlight the most important parts of the concrete syntax of AuDalLa. In the definitions
below, non-terminals are indicated with (—) and symbols with quotes; the empty word is €. The non-terminal
Id describes identifiers, and the non-terminal Type describes type names, which are either Int, Nat (natural
number), Bool, String or an identifier (the name of a struct).

An AuDaLa Program consists of a list of definitions of structs and a schedule:

(Program) ::= (Defs) (Sched)
(Defs) ::= (Struct) | (Struct) (Defs)
A struct definition gives the struct a type name (Id), a list of parameters (Pars) and a number of steps
(Steps):
(Struct) ::= ‘struct’ (Id) ‘C (Pars) )’ ‘{’ (Steps) ‘}’,
(Pars) ::= (Par){ParList) |
(ParList) :=="*," (Par)(ParList) | €
(Par) == (Id) ‘2’ (Type)

Steps are defined with a step name (Id) and a list of statements:

(Steps) ::= (Id) ‘{’ (Stats) ‘} (Steps) | €
(Stats) = (Stat) (Stats) | €

A statement adheres to the following syntax:

(Stat) ::= ‘if’ (Exp) ‘then’ ‘{’ (Stats) ‘¥’ if-then statement
| (Type) (Id) ¢:=’ <EIp> ‘7 variable assignment
| (Var) =" (Exp) *; variable update
| (Id) *C (Exzps) )7 ¢’ constructor statement

The Id in the variable assignment is a variable name. The constructor statement spawns a new data element
of the type determined by Id, with parameter values determined by the expressions Fzps. The syntax of
Ezxps is similar to that of Pars, using FxpList and Exp. The syntax for a single expression Exp is as follows:

(Exp) == (Ezp) (BOp) (Exp) binary operator expression
| <C (Ezp) )’ brackets
| ‘v (Ezp) negation
| (Id) ‘¢ (Ezps) ‘)’ constructor expression
| (Var) variable expression
| (Literal) literal expression
| ‘null’ null expression
| ‘this’ this expression

We consider this to refer to the data element from which the code which includes this is executed.
Binary Operators follow the syntax

<BOp> = ¢=7 | 4!=7 | (<=’ ‘ L>=7 | ‘<7 | (>3 | 6*7 | é/’ ‘ L%? | 4+7 | (_’ | (~ | C&&’ ‘ LI |77
which represent the binary operations for which the notation is commonly used.
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A wariable reference follows the syntax:
(Vary == (Id) *.>(Var) | (Id),

where in both cases Id is the name of a variable. Through the first case, one can access the parameters of
parameters. For example, prev.prev.val would have been valid AuDaLa in Listing [d] and would access the
value of the Position before the previous Position of the current Position.

Lastly, the schedule consists of the variants as given in the following syntax:

(Sched) == (Id) step execution
| (Id) “.” (Id) typed step execution
| (Sched) ‘<’ (Sched) barrier composition
| ‘Fix’ ‘C (Sched) ‘)’ fixpoint calculation

The Id in the step execution is a step name. In the typed step execution, the first Id is a type name, while
the second is a step name. The typed step execution is used to schedule a step executed by only one specific
struct type.

4. Well-Formedness of AuDaLa programs

Like many other programming languages, we put type constraints and other syntactical constraints on
the syntax of an acceptable AuDal.a program. To formalise what is and what is not considered well-formed
for an AuDala program, we give a type system [311, [32] [33] B4] for AuDaLa in this section. With the type
system of AuDaLa, we root out standard type errors, where there is a mismatch between the expected
type of an expression or a variable and the actual type presented, as well as any breach of the following
requirements:

Identifiers may not be keywords.

A step name is declared at most once within each struct definition.

A parameter name is used at most once within each struct definition.

Names of local variables do not overlap with parameter names of the surrounding struct definition.
Variable assignment statements (as defined in the syntax) are only used to declare new local variables.
A local variable is only used after its declaration in a variable assignment statement.

SOt W=

In Table[I} we give the type rules of the type system. These rules use a syntaz variable environment I’
and a struct type environment €2, both of which are ordered lists separated by ;. The environment I' consists
of pairs of variable names and their types; the variable names present in ' can be accessed using dom(T).
The environment 2 saves struct type definitions and their parameters, of which the struct types can be
accessed using dom(Q).

We denote struct types using variations of the letter §. We assume that for every occurrence of this,
the struct in which it occurs is recorded in such a way that every occurrence of this is annotated with
the name of its struct, like thisg. We also assume that any list, like a list of parameters, is separated by
semicolons even if the syntax specifies commas. We use the shorthand Pars to denote a list of parameters
p1 : Th;. .., as per the non-terminal (Pars). To make working with the schedule easier, we treat occurrences
of sy for some step s as a variable name for a variable of a special newly introduced type Step.

We use Str to denote any sequence of characters admissible by the syntax and let N; and Ny s.t.
Ni, Ny € {Nat,Int}. Additionally, let S be a statement and let S be a sequence of statements separated
with ;. Let E, Eq, F5 be expressions, let x be a single variable name and let X be a variable following the non-
terminal (Var). Lastly, let Se, Sc; and Sce be schedules and let K = {this,if, then,null,Fix, struct}
be the set of keywords. Let €g. be the empty schedule.

There are 7 categories of type rules. The first category, Environment, deals with the well-formedness of
the environment and the types and struct types contained in it. The category Types deals with checking
whether types are well-formed and are admitted by the environment. Note that the rule DefStruct uses the
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Table 1: The type system of AuDalLa, ordered by category.
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‘for all’ notation, but that the predicate can be decomposed into a predicate of the form I', Q = ThA. . .AT, Q F
T,. Alternatively, the rule can be decomposed in a set of rules which peel of the parameter list one by one.

The third category, Ezpressions, deals with checking whether expressions are well-typed, while the fourth
category, Statements, deals with checking whether statements are admitted according to the type system.
Note that expressions have types, while statements do not, which is exemplified by the two distinct rules
for constructor expressions and constructor statements. Also note that variable assignment statements have
their own sequence rule which adds the newly assigned variable to the environment, and that the if-then
statements have their own sequence rule because they do not end with an ‘;’ in the syntax. The sixth
category, Schedule, deals with the schedule by checking whether all step names in the schedule have been
assigned the type Step. We consider € to be the empty schedule, which we allow.

The last category, Program, consists of only one rule, Prog. This is the rule which decomposes checking
a program into multiple subtasks to check. In this rule, we define that a program consisting of definitions
and a schedule is well-formed iff all struct types are defined well (top line), all steps are well defined (second
line left) and the schedule is well defined (second line right). We denote the topmost syntactic Defs element
as D and the schedule as Sc. We use the function Structs(D) to extract struct type definition information
from D, which consists of all struct types and their parameters formatted as 8( Pars). We overload Pars with
a function s.t. Pars(D, ) returns the parameters of § in D. We use the function Steps(D) to extract step
definition information from D, consisting of the step and its struct type. We consider these steps to have
the type Step, so the output is formatted as a list consisting of elements with format Fjy : Step, where F is a
step. We use the function StepDef (D) to extract step definition information coupled with their statements,
which outputs a list of elements of the format (Fy, S).

Definition 4.1 (AuDaLa well-formedness). An AuDaLa program P is well-formed iff P is derivable
using the rules in Table[]

5. Semantics

In this section, we present the semantics of AuDaLa. These semantics take the form of a stack machine,
as stacks are naturally suited for expressing the evaluation of expressions, and the stack machine also exposes
the interleaving in the semantics very well, which we think suitable for a concurrent programming language.

To define the semantics, we start by defining some sets used in the semantics and which syntactical sets
they mirror, if any. We then define commands, used as primitives for the behaviour encoded in the syntax,
and a function from the syntax to commands. We define the states of an AuDalLa program, and then use
the commands and the schedule to define operational behaviour of an AuDaLa program. We conclude with
Definition 5.7

In the semantics, we regularly use lists. List concatenation is denoted with a semicolon, and we identify
a singleton list with its only element. The empty list is denoted ¢.

If we work with lists of statements, we assume that in this list, the statements are also separated by a
semicolon, even though if-statements do not have a semicolon at the end in the syntax. While the schedules
are represented using their syntax, in the semantics, we do consider schedules to be lists separated by <. It
follows that schedules can be empty (¢) and that sc = sc¢ < €. However, note that in the syntax, an empty
schedule is not admitted in the type system, so every program starts with a non-empty schedule.

We define updates for functions as follows. Given a function f : A — B and a € A and b € B,
then fla — b](a) = b and fla — bl(x) = f(x) for all z # a. We lift this operation to sets of updates:

fl{ar — bi,a2 = ba,...}] = flar — bi]laz — ba].... Since the order of applying updates is relevant,
this is only well-defined if the left-hand sides aj, a9, ... are pairwise distinct. If B contains tuples, that is,
B = B; x ... x B,, we can also update a single element of a tuple: if f(a) = (b1,...,b,), then we define

fla,i = bl(a) = (by,...,bi—1,b,biy1,...,by) and fla,i— b](z) = f(x) for all z # a.

We assume the existence of a parser for the concrete syntax. Henceforth, we work on an abstract syntax
tree (AST) produced by running the parser on a well-formed AuDaLa program. We thus do not concern
ourselves with operator precedence and parentheses, and we assume that polymorphic elements such as null
and 42 are labelled with the right type for their context, viz., null 7 is the expression null of type T.
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We have a number of sets containing AST elements: ID is the set of all identifiers, LT is the set of all liter-
als, SC is the set of all schedules, ST is the set of all statements, FX contains all expressions and O contains
all syntactic binary operators. The set containing all syntactic types is 7 = {Nat, Int,Bool, String} U ID,
corresponding to the non-terminal ( Type).

In our semantics, labels reference concrete instances of structs (as opposed to struct definitions). We
assume some sufficiently large set £ containing these labels. We also have the semantic types N, Z, B
and String corresponding to the natural numbers, the integers, the booleans and the set of all strings,
respectively. We consider the natural numbers to be a subset of the integers containing all positive numbers
and 0. All semantic values are collected in V = LUZ UBU String (where LI denotes the disjoint union). The
set of all semantic types is T = {£,N,Z,B, String}. The semantic value of a literal g € LT is val(g). We
consider the semantic value of this to be the label ¢ € L of the struct instance executing the line of code
in which this occurs.

In addition, we assume for every struct type 6 the existence of a null-label £ € L, so that we can provide
a default value for each syntactical type with the function defaultVal : T — V), defined as:

0 if T =Nat or T = Int
l if T = Bool
defaultVal(T) = Jalse 1 oo.
if T = String

0. i TelD

We define the set of all null-labels to be £°, with £° C L.
To facilitate conciseness in our operational semantics, we break down statements and expressions into
commands, which can be viewed as atomic actions in the semantics.

Definition 5.1 (Commands). A command c is constructed according to the following grammar:
¢ :=push(v) | rd(z) | wr(z) | cons(z) | if (C) | not | op(o)

where v € V U {this} is a semantic value or this, a special value, z € ID is an identifier, C' is a list of
commands, and o € O is an operator. The set of all commands is C.

Intuitively, this is the semantic equivalent to the syntactic this-expression. The precise effect of each
command is discussed later in this section when the inference rules are given. Statements and expressions
are compiled into a list of commands according to the following recursive interpretation function:

Definition 5.2 (Interpretation function). Let x,21,...,2, € ID be variables, E, Fy,...,E, € EX
expressions, g € LT a literal, § € ID a struct type, S € ST a statement, S € ST* a list of statements,
T € T atype and op € O an operator from the syntax. Let the list z1;...;z, be the list of n variables from
x1 to z,. We define the interpretation function [] : ST* U EX — C* transforming a list of statements or
expressions into a list of commands:

[¢] = push(val(g)) [if B then{S}] = [EL:if([S])
[this] = push(this) [Tx:=E]=][x1. - .xo.x := E]
[nullr] = push(default Val(T)) [x1. - cxp.x = E] = [E];[#1.- -+ -xn]; wr(z)
[x1.- - .xn] = push(this);rd(z);...;rd(z,) [0(E1,...,En)] =[E1];---;[Emn]; cons(6)
['E] = [E]; not [e] =¢
[£1 op E2] = [E1]; [E2]; op(op) [5; 81 = [SI; [S]

Note that if n = 0, [z1.- - .x,] = push(this) as a special case. We require push(this) to give us the label
of the current executing struct instance at the start of dereferencing any pointer.

During the runtime of a program, multiple instances of a struct definition may exist simultaneously. We
refer to these as struct instances.

10



Definition 5.3 (Struct instance). A struct instance is a tuple (0,7, x, &) where:

e O € ID is the type of the struct,

e v € (C* is a list of commands that are to be executed,

e x € V* is a stack that stores values during the evaluation of an expression,

e £:ID — V is an environment that stores the values of local variables as well as parameters.
We define S as the set of all possible struct instances.

A state of a program is the combination of a schedule that remains to be executed, a collection with
all the struct instances that currently exist and a stack of Boolean values that are required to determine
whether a fixpoint has been reached. Note that every label can refer to at most one distinct struct instance.

Definition 5.4 (State). A state is a tuple (Sc, o, sx), where:
e Sc € SC is a schedule expressed as a list,
e 0: L — SU{L} is a struct environment,
o sy € B* is a stability stack.
The set of all states is defined as Sg = SC x (L - SU{L}) x B*.

Intuitively, the stability stack keeps track of whether a fixpoint should terminate. When starting execution
of this fixpoint, a new variable is placed on the stability stack corresponding to this fixpoint. This variable
is set to true every time the fixpoint iterates, and is set to false when a parameter is changed during the
execution of the fixpoint. Consider for example the code for Prefix Sum (Listing . In it, the fixpoint for
read < write will place a single variable on the stability stack, which is reset to true at the start of an
iteration and only remains true if no element updates its prev or val parameters to new values.

With a notion of states and struct instances, we define null-instances:

Definition 5.5 (Null-instances). Let P = (Sec,0,sx) € Sg be a state. Then the set of null-instances in
state P is defined as {o(¢) | o(¢) # L A€ € LO}.

Thus, each struct instance that is labelled with a null-label is a null-instance.

Henceforth, we fix an AuDala program P € Il s.t. P = D Scp, with D the definitions of the program
and Scp the schedule of the program. We define ©p C ID to be the set of all struct types defined in P.
The initial variable environment for a struct instance of type 6 is £J, defined as &) (p) = defaultVal(T) for
all p € Pars(6,P) where T is the type of p and Pars(6,P) refers to the parameters of 6 in P and is equal
to Pars(f, D) as used last section. For other variables z € ID, £J(x) is left arbitrary.

The initial state of an AuDaLa program depends on which program is going to be executed (the state
space does not depend on the program, cf. Def. :

Definition 5.6 (Initial state). The initial state of P is P% = (Scp, 0%, ), where 0% (€)) = (0,¢,¢,£)) for
all § € ©p and o (¢) = L for all other labels.

Intuitively, this definition states that the initial state of a program P consists of the schedule as found in the
program, a struct environment filled with null-instances for every struct type declared in P and an empty
stack.

We proceed by defining the transition relation =p by means of inference rules. In this relation, we
consider every transition to be labelled by the inference rule that induced the transition. The dependence
of =p on P stems from the dependence on parameter information from 7. There are rules that define the
execution of commands and rules for the execution of a schedule. We start with the former. Command
push(v) pushes value v on the stack x, and push(this) pushes the label of the structure instance on x:

o(€) = (0, push(v);v, x, &)
(Sc,0,5x) =P (Sc,all = (0,7, x;v,8)], sx)
o(£) = (0, push(this); v, x, )
(Sc,0,5x) =p (Sc,all = (0,7, x; 4, )], 5X)
11
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The command rd(z) reads the value of variable 2 from environment & of ¢’ and places it onto the stack:

a(l) = (0,xd(z);7, x; ¢, §)
a(l') =(0",7',x',¢")
(Se,0,8x) =p (Se, ol = (0,7, x; €' (), 8)], sx)

For normal struct instances, wr(z) takes a label ¢ and a value v from the stack and writes this to ¢'(z), the
environment of the struct instance corresponding to ¢'. If x is a parameter (as opposed to a local variable)
and writing v changes its value, then any surrounding fixpoint in the schedule becomes unstable. In that
case, we set the auxiliary value su (for stability update) to false and clear the stability stack by setting it
to sx1 A Su;...;8X gy A su. Note that this leaves the stack unchanged if su is true. Below, in the update
“I, 4 &'z — v]]”, recall that f[a,i +— b] denotes the update of a function that returns a tuple.

a(l) = (0, wr(z);v,x;v; ', )
a(l) =", x,¢")
¢ L0V x ¢ Pars()(0',P)
su= (x ¢ Pars()(0',P)V & (z) =v)

(Sc,0,8x) =p (Sc,all = (0,7, x, I, 4 = &z = v]], 5X1 A 5Us 55Xy A SU)

(ComRd)

(ComWr)

The next rule skips the write if the target is a parameter of a null-instance, which ensures that the parameters
of a null-instance cannot be changed. See Section [ for the reasoning behind our use of null-instances. Note
that we allow null-instances to use local variables, which is useful for the initialization of a system, for

example.
o(l) = (0, wr(x);y,x;v; £, §)
o) =(¢",7",x",¢)
€ LNz € Pars()(0',P)

<SC7U, 5X> =P <SC7J[£ — <9777Xa§>]ﬂ 5X>

Let b be a boolean value on the top of the stack y. A not command negates b:

o(€) = (9, not;~, x; b, &)

(ComWrNSkip)

(ComNot)
<SC7 g, 5X> =P <SC7 Uw = <01 Y5 X5 _‘ba g)]v 5X>
An  op(o) command applies the semantic equivalent o € {(=#,<,2,<,>,%,/,
%,+,—,~,A\,V} of the syntactic operator o € O to the two values at the top of x (here taken to be

the values a and b), of which the result is put on top of the stack:

a(l) = (0,0p(0);7, x; a;b,§)

ComO
(ComOp) g o x) = (Se, 0l (6,7, % (a00), ), 50

Let 8’ € Op be the type of a struct with n parameters. The command cons(6’) creates a new struct instance
of type 0’ in the struct environment o with a fresh label ¢/, and initializes the parameters to the top n values
of the stack:

o(l) = (0, cons(0); v, x; vis. .., §)
Pars()(0',P) = p1 : Th;..;pn - Ty,

o(¢) = L
(ComCons)
<SC, a, 8X> =P <SC, 0'[{[ = <SL7’77 X3 6/7 £>7
O (sL e, e, 5 [{p1 — v1,. .., P — v )}, falsel*X])

The command if(C) with C' € C* adds commands C' to the start of v if the top value of the stack is true.
If the top value is false, the command does nothing:

a(0) = (0,if (C);~, x; true, §)
(Sc,0,8x) =p (Sc, o[l = (0, C; 7, x:8)]s sX)
12
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o(£) = (0,if(C); 7, x; false, §)

<SC, g, 5X> =P <SCv 0’[6 = <97 Y X £>]7 5X>
In the remaining rules, let Done(o) =Vl.(o(¢) = LV 30, x,E.0(f) = (0,¢,x,E)), let sc be a (possibly empty)
schedule. The predicate Done(o) holds when all commands have been executed in all struct instances in o.

We can initiate steps globally and locally. The global step initiation converts all statements in a step to
commands for any structure instance that has that step and adds the commands to . Recall that P = D Sc
and recall from last section that StepDef (D) returns all pairs (Fy,S) s.t. F is a step defined for § € ©p as
the list of statements S. Let S = ¢ if there is no list of statements S s.t. (Fp,S) € StepDef (D), and let
S} be a list of statements s.t. (Fp, S{') € StepDef (D) otherwise.

Done(o)
(F < sc,0,8x) =p (sc,al{lr(0,[S7],2.€) | a(6) = (8., x,6)}], 5x)

The local step initiation converts the step to commands and adds those commands to = only for struct
instances of a specified struct 6:

(ComlIfF)

(InitG)

Done(o)
(0.F < sc,a,5x) =p (sc,a[{l > (0,[S]],2.€) | a(6) = (8., x,6)}], sx)

Note that neither of the step initializations flush the previous local variables from the struct environments.
Instead, the type system of AuDaLa as found in Section [ limits the scope of local variables to the steps
they are declared in. If required, it can also be enforced in the semantics by defining a function which takes
the value of the struct instance environment if the given variable is a parameter, and 1 otherwise.

Let sc1 be a schedule. Fixpoints are initiated when first encountered:

Done(o)
(Fiz(sc) < sc1,0,8x) =p (sc < aFiz(sc) < sc1,0, sX; true)

(InitL)

(FixInit)

The symbol aFiz is a semantic symbol used to denote a fixpoint which has been initiated. When an initiated
fixpoint is encountered again, the stability stack is used to determine whether the body should be executed
again:
Done(o)
(aFiz(sc) < scy,0,sx; false) =p (sc < aFiz(sc) < sci, 0, sx; true)
Done(o)
(aFiz(sc) < sc1,0,sX; true) =p (sc1,0,sX)

(FixIter)

(FixTerm)

With these rules, we give an operational semantics for AuDala:

Definition 5.7 (Operational semantics). The semantics of P is the directed graph (Sg,=p, P%), where
Sg is the set of all states (Def. |[5.4), = is the labelled transition relation for P as given above and Pp is
the initial state of P (Def. [5.6).

The proofs of Section [7] and Section [§] are based upon the semantics as defined above. Generally, when
we refer to the semantics of a program P, we are talking about the semantics of P as defined in the above
definition.

6. Example Algorithms

In this section, we provide more intuition on how AuDala works in practice by means of five example
AuDaLa programs. The first creates a spanning tree, the second and third are a sorting programs and
the fourth and fifth implement solutions for 3SSUM. In AuDal.a, there is a struct instance for every data
element. The amount of processors used is therefore assumed equal to the amount of data elements of
relevance in the code. We give work (the total amount of operations), span (the length of the longest
required chain of sequential operations) and running time estimates for the given programs. Other examples
and implementations can be found in other AuDaLa papers [27, 29].
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struct Node(dist: Int, in: Edge){}

struct Edge(s: Node, t: Node){
linkEdge{
if s.dist 1= —1 && t.dist = —1 then {
t.in := this;
}

}
handleEdge {

if t.in != null then {

if t.in = this then {
t.dist ;= s.dist + 1;

}

if t.in != this then {
s := null;
t := null;

}

138

Fix(linkEdge < handleEdge)

Listing 5: AuDalLa code for creating a spanning tree

6.1. Creating a spanning tree

Given a connected directed graph G = (V, E) and a root node u € V', we can create a spanning tree of G
rooted in w using breadth-first search. In this tree, for every node v, the path from u to v is a shortest path
in G. We do this by incrementally adding nodes from G with a higher distance to u to the spanning tree.

We first sketch our approach. In the ith BFS iteration, the algorithm adds all edges (s,t) to the tree
such that the distance from u to s is ¢ — 1 and the distance from u to ¢ is still unknown. If multiple such
edges lead to the same t, the algorithm uses a race condition to determine which edge is chosen. As any
edge will suffice, this race condition is benign. The distance from u to ¢ is then set to ¢ and we continue with
the next iteration. The program runs with O(|V| + |E|) data elements. As every edge is considered only
once, the amount of work performed by this algorithm is O(| E|). The span of the algorithm is O(d), with d
the diameter of the graph, as in the worst case all edges in the path which determines the diameter of the
graph need to be considered sequentially. It follows that the worst case running time for the algorithm is
O(d).

Contained in Listing [f]is an AuDala program that implements this approach. The program defines the
struct Node (line [1)) with parameters dist, to store the distance from root node u, and in, a reference to its
incoming spanning tree edge. The struct Edge (line [3) has a source s and a target ¢.

During initialization, the input should be a directed graph, with a root Node u with dist 0 and with the
dist parameter of the other Nodes set to —1. For every Node, the parameter in should be set to null.

Both steps in the program belong to Edge. The first step, linkEdge, first determines whether an Fdge e
from Node s to Node t is at the frontier of the tree in line 5] This is the case when s is in the tree, but ¢
is not. If so, e nominates itself as the Edge connecting ¢ to the tree, t.in (line @ This is a race condition
won by only one edge for ¢, the edge which applies the semantic rule ComWr last. In the second step,
handleEdge, if the nomination for ¢ has finished (line and e has won the nomination (line , e will
update t’s distance to the root. If e has lost, it will remove itself from the graph, here coded as setting the
source and target parameters to null in lines [14] to

To create a full spanning tree, this must be executed until all Nodes have a positive dist and all Fdges
are either t.in for their target Node t or have null as their source and target. To this end, the schedule
(line contains a fixpoint, in which Edges first nominate themselves and then update the distances of new
Nodes. This fixpoint terminates, as Edges in the spanning tree will continuously update their targets with
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Figure 4: Execution of Listingon a small graph. Every Edge newly considered in the current step is grey. Considered Edges
stay considered, but stable. The dotted arrows denote the possible new values for t.in of a target node t. Note that the Edge
from ¢ to d wins the race condition to the reference d.in.

the same information and Fdges which lost their nomination will not get past the first conditions of the two
steps, causing the data elements to stabilize after all Nodes have received a distance from w. Initialization
steps should be placed at the start of the shown schedule. An execution of the program on a small graph is
shown in Figure [4] where the edges and nodes of the graph are modelled by their respective structs.

6.2. Sorting

A concise example of a AuDaLa program for sorting a linked list of n elements can be found in Listing [6]
In it, the elements of the list traverse the list together, during which each element e is looking for its successor
in the sorted list. After the traversal, the successor element is saved and the link is updated to the saved
element. This reorders the list to the sorted list. The program requires n data elements, one for every list
element. It performs O(n?) work, as every element is compared to every other element, and its span is O(n),
as it walks through a list of size n sequentially. Therefore, the program runs in O(n) time. We can achieve
a time complexity of O(logn) by implementing Cole’s algorithm [35] in AuDala, but that is outside the
scope for this paper.

The program defines the struct ListFElem, modeling the nodes of the list, with parameters val, next, a
reference to the next ListFElem, newNext, a reference to the ListElem that should come next in the sorted
list, and comp, a reference to the current ListElem mewNext is compared to. The initialization needs to
make sure that every element has a distinct value, and that in every element, comp is set to the first element
of the list and newNext is set to null.

To facilitate our strategy we give our ListElem two steps, one to check an element in the list called
compareElement and one to reorder the list at the end called reorder. With the step compareElement, an
element checks whether the element to which the comp reference leads is a better next element than the
current element saved in newNext (line [4]) and updates newNext if that is the case. Afterwards, the comp
reference is updated to the next element in the list (line . With the reorder step, an element replaces their
old next reference with newNezt (line [I1)).

To have the program execute our strategy, we call a fixpoint on compareElement, such that every element
checks all elements in the list. After that is done, the schedule tells the elements to reorder (line . An
execution of the program on a small list is shown in Figure [f]

6.3. Linked List Copy Sort
A more complex example for sorting a linked list of n elements in AuDala can be found in Listing [7}
which makes a sorted copy of the given list. At the start of execution, this copy consists of a single element,
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struct ListElem(val: Int, next: ListElem, newNext: ListElem, comp: ListElem){
compareElement {
if comp != null then {
if (comp.val > val && ((newNext = null) || comp.val < newNezt.val)) then {
newNext := comp;
}
comp = comp.next;
}
}

reorder {
next := newNext;

}
}

Fix(compareElement) < reorder

Listing 6: AuDaLa code for sorting

° \ e e wmpmcElemcnt e \ o \
compareElement

3 4 wflement [P

compareElement

roblement_—

s~ O—(—O
compareFElement
Gy~ = (3 (0= (2) (1)

Figure 5: Execution of Listing@on a small list. The parameters next, newNext and comp are shown as black, grey and dashed
unmarked arrows respectively, and the null-references for newNext and comp are not shown. The nodes corresponding to
ListElems contain the value of parameter val.

which encompasses the full range of the old list. In every iteration, all elements of the new list split and
divide their range (when necessary), and elements from the old list linked to an element of a new list redivide
themselves over that element and its new split. This continues until every new element has exactly one old
element linked to it. At that point, the new list is a sorted copy of the old list. The idea of the algorithm is
to do tree-insert for every data element at the same time, using a tree of size O(log m), which is dynamically
created and repurposed to use as few new data elements as possible. For a list with n data elements with
maximum value m, the algorithm performs O(nlogm) work, as all data elements compare themselves to at
most log m other elements. The span of the algorithm is O(logm), for in the worst case, an element must
go through log m comparisons before it is placed correctly in the new list. It follows that the program runs
in O(logm) time with n data elements with maximum value m. As implemented, the program uses exactly
2n data elements. The program defines the struct OldFElem, which represents an element of the old list,
and NewFElem, which represents an element of the new list. Struct OldElem has parameters val, which holds
its value, place, which holds the NewFElem it is currently linked to, and move, which saves whether the old
element should move to the right neighbour of its current place during a split. Struct NewFElem has the
parameters min, spl (split) and maz, which hold the current range of the new element and the value it will
split the range on during the next split. Additionally, it has parameters next, which holds the next new
element in the list, p, which holds a representative old element which is in the first half of its range, p2,
which holds a representative for the second half of its range, hasSplit, which signals to the old elements that
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struct OldElem(val: Int, place: NewElem, move: Bool){
checkStable {
if (place.p2 != null || (val <= place.spl && place.pl != this)) then {
place.done := false;
}
}

migrate {
if (move) then {
if (place.hasSplit) then {
place := place.next;

}

move := false;

if (val <= place.spl) then {
place.pl := this;

}

if (val > place.spl) then {
place.p2 := this;
move = true;

}

}

struct NewElem(min: Int, spl: Int, max: Int, next: NewElem, p1: OldElem, p2: OldElem, hasSplit: Bool, done:
Bool){
split {
if (done) then {
if (p1 !'= null && p2 != null) then {

next := NewElem(spl+1,spl+1+(maz—(spl+1))/2,maz,next,null,null false,true);
max = spl;
hasSplit := true;

if (p1 != null && p2 = null) then {
maz := spl;
hasSplit := false;

if (p2 != null && p1 = null) then {
min := spl + 1;
hasSplit := false;
}
spl := min + (maz — min)/2;
pl = null;
p2 = null;
}
done = true;
}
}

migrate < Fix(checkStable < split < migrate)

Listing 7: AuDalLa code for Linked List Copy Sort
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move move
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migrate

1-4,2 checkStabl 14, 2
split
14,2 migrate
checkStable

— |
12,1 34,3 split
move move
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1-1,1 2-2,2 3-3,3 4-4,4

Figure 6: Execution of Listingon a small list. The upper rows are the old elements, the lower rows the new elements. For the
old elements, the parameter place is depicted by the grey arrows. For the new elements, the numbers beneath every element
are formatted “[min]-[maz], [spl]”. New elements for which hasSplit is true have a bold border, and a new element for which
done is true is grey.
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struct Elem(val: Int, next: Elem, first: Elem, p1: Elem, p2: Elem, ans: Bool){

next{
if lans then {
pl := pl.next,;
p2 = first;
}
}
walk {

if p1 1= null && p2 != null then {
if val + pl.val + p2.val = 0) then {
ans :— true;
}
}

if lans then {
p2 = p2.next
}
}
}

Fix(Fix(walk) < next)

Listing 8: AuDaLa implementation for naive 3SUM solution

the new element has split and done, which saves whether the element will have to split again.

During initialization, there should be a single new element b to which all old elements of the linked list
are linked. For all old elements, move should be set to false. For b, min should be set to the minimum
value of the linked list, max should be set to the maximum value of the linked list, spl should be set to
(maz — min + 1)/2 + min. The parameter hasSplit should be false, done should be true and next, pI and
p2 should be set to null. Finding maz and min can be done with a method akin to Prefix Sum.

To facilitate the strategy of splitting the new elements and dividing the old elements after the split, we
use three steps. The first step, checkStable is used to check whether a new element should split its range
further. This is the case if there is still an element on the right side of the range of a new element or if
there are multiple elements still on the left side of the range of a new element, which the step encodes. For
the first part of the second step, migrate, let e be a new element which just split into e and e;. In the first
part of migrate, the old elements distribute themselves over e; and ey by either moving to ey or staying
at e. In the second part of migrate the old elements prepare themselves for the next split and distribute
themselves over the left and right sides of the range of their current element. The third step, split, regulates
the splitting of new elements. Every new element halves the range, but based on the contents of the ranges,
they either change their minimum or maximum if only one half is populated, or they make a new element
if both halves are populated. They then reset their representatives of both ranges and the done parameter.

During execution, the method will execute through a fixpoint migrate < Fiz(checkStable < split <
migrate). The first call to migrate divides the old elements over the range of the new elements. The fixpoint
then keeps splitting until for every new element, there is only one old element (which is stored in p7). This
is helped by the parameter done, which only allows for splits if the new element is unstable. The execution
of the first iteration of the program on a small list is shown in Figure [6]

6.4. The 3-SUM Problem

As our last example, we give two algorithms for the 3SUM problem [36], [37]: Given a set S of n integers,
are there three elements a,b,c € S s.t. a + b+ ¢ = 07 Note that these elements do not need to be distinct.
The first program, in Listing [§ contains a naive solution, and uses a nested fixpoint. This serves as an
example of the use of nested fixpoints. The second program, in Listing [§] solves this in linear time (but
with O(n?) work). This program is based upon the program given by Hoffman [36]. We assume that the
set has been given to us as a list. If not, we can convert the set to a list in linear time using a fixpoint in
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struct Elem(val: Int, next: Elem, prev: Elem, p1: Elem, p2: Elem, ans: Int){
iterate {
if ans = 0 then {
Int cur := val + pl.val + p2.val;
if (p2 = prev || p1 = next) then {

ans := —1;

}

if cur = 0 then {
ans = 1;

if ans = 0 && cur > 0 then {

p2 = pl.prev;
}
if ans = 0 && cur < 0 then {
pl = pl.next;
}
}
}
}
Fix(iterate)

Listing 9: AuDaLa implementation for a more efficient 3SUM solution

which we nominate an element still in the set and then put it at the back of the list. What’s more, our
second program assumes that this list is sorted, which can happen through applying the example code from
Section [6.2] or

Both programs define the struct Elem, which represents an element of the list. In the first program, it
has a value wal, a reference to the next element next, a reference to the first element of the list first and
a reference to two other mutable elements, p! and p2. They also have a parameter ans, which holds the
answer to the question. After initialization, val, next and first are set as specified above. The parameter
ans is set to false and p! and p2 are set to first.

To solve the 3SUM problem, the first program will make every list element a walk through the list in a
nested fashion to find elements b and ¢ s.t a, b and ¢ are not the null-Element. For every element b chosen
by a, a will walk through the list to find ¢, if it exists. If not, it will replace b with its next element in the
step next. This program performs O(n?) work (n elements check at most n? combinations), with a span of
O(n?): in the worst case, where no triple exists, O(n) elements in the list need to be traversed O(n) times.
The code therefore executes in O(n?) time.

In the second program (Listing@, Elem has the parameters next and prev which refer to those respective
elements in the list. It also has candidate references p! and p2, initialized as the first and last element in
the list respectively, a value val and an integer ans to give the answer to the problem (initialized to 0).

The second program first computes the current value of the three saved elements. If the current value
is 0, a solution is found and ans can be set to 1. Otherwise, it will either move p! to a node with a larger
value or p2 to a node with a smaller value, depending on the current value. If p7 or p2 passes the current
node, then either there is a solution with the current node as one of the side nodes or there is no solution
with the current node. Either way, the node may stop checking for a solution. This is reflected in ans being
set to -1. At the end of the program, if there is a solution, then there will be at least one node per solution
with ans set to 1, which is the middle node of the solution. We have depicted the fixpoint process for a
single element in the list in the second program in Figure [7]

This program performs O(n?) work; every Elem does a single (possibly incomplete) walk through the
list. The span is O(n), constrained by a walk through the list of an Elem. The total running time is then
O(n).
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Figure 7: Execution of Listing |§| for a single element on a small list. The element considered is grey. The upper arrow points
at p2, and the lower arrow points at pI. The value ans has been displayed above and right of the element, and the computed
value cur for an iterate step has been displayed next to the iterate steps.
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7. Properties of AuDaLa Programs

This section explores the behaviour of AuDalLa and AuDalLa programs by giving definitions and proving
properties for AuDala. The goal of this is to get an insight in what generic facts we can establish for this
behaviour. We also use the properties established in this section in Section [§] to prove two of our example
algorithms correct.

We start out with some standard properties and definitions (Section [7.1)). Then, we give a theorem on
the properties of well-formed programs, which includes properties on the precise results of the execution of
commands (Section|7.2)). From these, we can state some corollaries that simplify reasoning about well-formed
AuDalLa programs in proofs.

7.1. Standard Properties and Definitions

In this section, we give some standard definitions and properties of AuDal.a. First, to simplify reasoning
about semantic values and variables, we define reference notation for semantic values, based on the dot
notation as used in the syntax:

Definition 7.1 (Reference Notation). Let o be a structure environment and let « be a struct instance
with label £, such that o(£;) = (0,7, x,&). We define the notation £,.a’ inductively on i, with a variable a:
1. ly.at = &(a),
2. ly.at =¢ (a) for i > 1, with £,.a"! € £ and o({,.a*1) = (0,7, X', &).
We write £ .a for £,.a' and z.a for £,.a, where o({,) = x and a is a parameter of x.

We then define the notions of executions and accesses:

Definition 7.2 (AuDaLa Execution). For AuDala, an ezecution from P refers to a possibly infinite
chain of semantic rule transitions that start in a state P. A finite execution refers to a finite chain of
semantic rule transitions that start in a state P and ends in a state P;.

We extend this definition to fit our use of it: As steps are finite by the definition of steps (see Sectionsto ,
an execution of a step F' from P refers to a chain of rule transitions from P starting with an Init-transition
for F' and ending in a state that contains a struct environment o for which Done(o) holds. A step F can
be executed from P iff there exists an execution of F' from P.

As expressions and statements are finite, an execution of an expression F, a statement .S or a command
list C' by some struct instance s from P refers to a chain of rule transitions from P starting with the
transition enabled by the first command of [E], [S] or C for s and ending with the transition enabled by
the last command of, respectively, [E], [S] or C for s. Additionally, for every command in [E], [S] or C,
there needs to be a corresponding transition induced by that command taken by s. Note that this allows
for interleaving with other statements or expressions; not all transitions need to correspond to a command
of [E], [S] or C in the command list of s. An expression FE, a statement S or a command list C' can be
executed from P by a struct instance s iff there exists an execution of, respectively, E, S or C from P for s.

An execution of a program P refers to a possibly infinite chain of semantic rule transitions that start
in the state P3. A finite execution of a program P starts in Pp and ends when no transition is possible.
Lastly, we consider bounded executions, where an execution of size i from P starts at P and ends at some
state P; reached after exactly ¢ transitions.

Recall that parameters and local variables are both considered variables. We then define the following:

Definition 7.3 (AuDaLa Semantic Access). Let x be a variable. We define every application of the se-
mantic rules ComRd and ComWr with respect to x to be an access of . An application of ComWrNSkip
for x does not constitute an access.

We use this to introduce some other definitions and lemmas, starting with a notion of determinism. For
this, note that we non-deterministically assign new labels to newly created struct instances. As the exact
labels we assign does not matter as long as all labels are unique, which is enforced by the semantics, we can
ignore the values of newly assigned labels for a notion of determinism. We use the following notions:
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Definition 7.4 (AuDaLa Determinism). Let P be an AuDalLa program containing step F. Let P be
some state from which F' can be executed. Then F' is deterministic for P iff there exists exactly one state
modulo newly assigned labels which is reached by executing F' from P.

Additionally, a variable x is deterministic when executing F' from P iff in all states reached by executing
F from P the value for z is the same modulo newly assigned labels. Furthermore, F' is (fully) deterministic iff
for all states P that can execute F', F is deterministic for P, and z is (fully) deterministic if  is deterministic
when executing F' from all states that can execute F.

From here on, we will leave out the ‘modulo newly assigned labels’ for brevity; any mention made of
something being deterministic from here on out means that it is deterministic modulo newly assigned labels.

Definition 7.5 (Race Condition). Let P be an AuDalLa program, let F' be a step in P and let P be a
state in P from which F' can be executed. Then F executed from P contains a race condition for parameter
x iff there exist distinct struct instances a and b that both access a parameter v in the same struct instance
during an execution of F' from P and at least one of the two instances writes to v. If both a and b write
to x, this is a write-write race condition, otherwise this is a read-write race condition. If any step F' in the
execution of P has a race condition for some parameter, then P has a race condition.

Note that in the semantics, writes and reads are atomic. It follows that the value read from z in a read-write
race condition must be either the initial value of x or a value written to x and the value contained in x after
a write-write race condition must be one of the values written to x.

With the above definitions of race conditions and determinism, we are able to prove the following lemma:

Lemma 7.6 (AuDalLa Determinism). A step F' from an AuDaLa program P is deterministic for some state
P if F does not contain a race condition from P.

Proof. If F is not deterministic for P, then there are multiple states which can result from executing F' from
P modulo newly assigned labels. W.l.o.g. we consider two executions e; and ey of F' from P leading to
states P; and P,, which are different modulo newly assigned labels. If F' can be executed from P, according
to the semantics, this means that either InitG or InitL is available for step F from P. Let P’ be the state
after calling F. As from P’, the schedule is not changed until after F' has executed (due to the definition of
the Com rules in Section, P, and P, must have the same schedule if they both executed F'. Additionally,
due to the definition of the rule ComWr and ComCons in Section [5] the stability stack of P; and P; differ
iff the struct environment of P; and P> differ. We therefore conclude that the difference of P; and Ps is
either that (w.l.o.g.) P; has a struct instance that Py does not have modulo newly assigned labels, or there
exists at least one variable that has a different value in P; (w.l.o.g.) compared to its value in P;.

As F has only one definition in P, it follows that any statement reachable in both executions is executed
in the same manner by e; and es, and that any difference between the executions must stem from the values
of variables read in the statements. Additionally, for any statement S reachable in e; but not in ey, S
must be in one or multiple embedded if-clauses which when executed lead to different results in e; and es,
as there are no other statements possible in s which allow for the skipping of statements. From this, we
conclude that any difference between P, and P, must be caused by values of variables during the execution
of statements.

Let x be a variable which induces a difference between P; and P, and let that difference originate in
some statement .S, executed by struct instance p. If S is executed in e; but not in ey, then this recursively
depends on some other variable/statement pair (z’,5"), with S’ an if-statement, so we fix S to be a statement
executed by both e; and e;. During the execution of S by p, the only part of the statement S that can
have multiple possible results after execution are the references to other variables. If we follow the chain
of dependency back, it follows that for any local variable on which x is dependent, eventually we reach an
initialization statement, which is dependent on earlier initialized local variables or parameters. It follows
that the difference between P; and P; is dependent on parameter values.

As all parameters have only a single value in P, the difference must be dependent on a parameter x
changed during F. Then at some point this parameter value must be updated with an update statement
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with multiple possible results. As the sequentially consistent semantics do not allow p to reorder its writes or
reads in any way (as the Com rules of Section [5| exclusively operate on the first command of the command
list), these multiple possible results cannot originate from the actions of only a single structure instance.
It follows that x must have been accessed by multiple struct instances during execution. As there is no
method other than race conditions in the semantics which can make the interaction between these struct
instances have multiple possible results, these struct instances must then have a race condition, which means
F contains a race condition for x from P. O

We can adjust the focus from a whole step to a single parameter, leading to the following corollary:

Corollary 7.7 (AuDaLa Parameter Determinism). A parameter x is deterministic during the execution of
a step F' (of an AuDaLa program P) from a state P iff F does not contain a race condition for x from P.

Proof. This is true along the same lines as the proof for Lemmal[7.6] except that we only consider differences
in the value for z in P; and P, and consider x to be the variable used in the last two alineas of the proof. [

Finding race conditions can be difficult. To this end, we define potential race conditions, which can be
found on a syntax level. To do so, we first define the following:

Definition 7.8 (Direct and indirect syntax access). Let A be a parameter reference in the syntax,
following (Var). If A is of the form “a;..... an.2”, A is an indirect syntax access of x. If A is of the form
“r” A is an direct syntax access of x. We consider a syntax access to be a write access if it occurs in an
update or variable assignment statement to the left of the assignment operator.

Note that indirect syntax accesses can only be write syntax accesses in update statements. We use this to
define potential data races:

Definition 7.9 (Potential Race Condition). Let P be an AuDalLa program and let F' be a step in P.
Let a and b be a pair of struct types for which F' is defined, with a = b being allowed. Let there be a pair
of statements S in a and Sy in b which include syntax accesses A and B of some parameter x. Let either
A or B be indirect and let either A or B be a syntax write access to . Then the pair (51, S2) is a potential
race condition on x.

These can be used to consider which parameters can possibly be in a data race:

Lemma 7.10. Let P be an AuDaLa program and let F be a step in P. If F does not have any potential
race conditions on parameter x, F' does not have any race conditions on parameter x.

Proof. If F does not have any potential race conditions, there are no pairs of statements (S7,.S2) that can
be taken from any executions of F' in any structs s.t. S7 and Sy are executed by different struct instances
but access = in the same struct instance of which at least one access is a write access. Then it follows that
F' cannot have any race conditions on . O

We also define a notion of instability:

Definition 7.11 (Instability). Let P be an AuDalLa program a step F. Let P be a state of P from which
F can be executed, and let p be a struct instance in P. A parameter p.x with value v before the execution
of F' is unstable after the execution of F' from P, denoted as p.x*, iff a write command is executed during t
that sets p.x to a value a # v.

In this paper, we are interested in proving programs that may contain write-write race conditions but
do not contain read-write race conditions. Whether a race condition shows up during execution is, however,
dependent on the initial state of an execution. As we discuss partial programs in this paper, which may
start from states other than the initial state as defined in AuDala semantics, this should be made explicit:
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Definition 7.12 (RW Race Condition Free from Premise State). We consider an AuDaLa program
P to be without read-write race conditions from some state P; iff any execution of P starting in P; does
not contain a read-write race condition. In the context of P being read-write race condition free from P,
we call Py the premise state.

When our lemmas and theorems assume that a program is without read-write race conditions from some
premise state, this is explicitly mentioned.

7.2. Properties of Well-Formed Programs

In this section, we analyze the properties of well-formed programs. We first introduce the notion of a
well-formed AuDal a state:

Definition 7.13 (Well-Formed AuDalLa State). Let P be any well-formed AuDaLa program and let P
be an AuDala state reachable by some execution of P. Then P is a well-formed AuDala state of P.

The goal of this section is to establish that the properties in the following theorem hold for well-formed
AuDala state. Note that a schedule Sc is well-formed modulo aFiz if replacing all occurrences of aFiz in
Sc with Fiz yields a well-formed schedule Sc. We denote well-formedness modulo aFiz as I', Q) FF Sc for

some environments I' and Q and schedule Sc.
Let sem : T x P — TU{L} be defined as:

sem(Nat,P) =
sem(Int,P) =
sem(Bool, 77)
sem(String, P ) Strz'ng7
sem(0,P) =01if 0 € Op
sem(0,P) =L if 0 ¢ Op.

Let a schedule transition be a transition induced by the transition rules InitG, InitL, FixInit, FixIter
and FixTerm, and let a command transition be a transition induced by the other transition rules (the rules
with prefix Com).

Theorem 7.14 (Properties of Well-Formed AuDalLa States). Let P = (Sc,0,sx) be an AuDaLa state
reached by some well-formed program P = D Scp s.t. T,Q F D Scp for some T';Q2. Then all of the
following hold:

1. Either Sc = ¢ or T'; Steps(D), l} Se.

2. If Done(o) holds and Sc # ¢, there exists at least one schedule transition that can be taken from P
with definitions D.

3. If Done(o) holds and Sc # e, then after a finite amount of transitions from P either the schedule
is empty or there must be an InitG or InitL transition to some state P' = (Sc’ o', sx') for which
Done(a’) does not hold.

4. If =Done(o), let £ € L s.t. o(l) = (0,v,x,&) and v # . Let F be the step currently executed by
o(l). Let S;;...; Sy be the statements s.t. [S;] = c1;-+- 5em and v = ¢j5- -+ 5¢m; [Sig1;- -+ 3 Sn]. Let
S1;...;8i—1 be the statements that have been executed by o(€) during the current execution of F'. Then
there exists a ¢ with k < j s.t. either cy;...;c; = [E] for some expression E or cg;...;c; = [Si].

5. If =Done(o), let £ € L s.t. o(f) = (0,7,x,§) and v # . Let F be the step currently executed by
o(l). Let S;;...; S, be the statements s.t. [S;] = ci;--- jem and v = ¢j5- -+ ;¢m; [Sig1;- -+ 3 0] Let
S15...38;—1 be the statements that have been executed by o(¢) during the current execution of F. Then,
with ¢, with k < j s.t. cx;...;¢5 = [E] orcg;...;¢; = [Si], let Py = (Sck, ok, Sx;) be the state right
before the transition induced by cx, and let op(€) = (0, vk, Xk; k). Then one of the following holds:
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(a) ¢; = push(v) for some v €V or ¢; = push(this),
(b) ¢; =rd(z) and all of the following hold:
. X = Xk» ZI and U(Kl) = <ef'a Yery Xy g@’> fO'f’ some 9@’7 Yery X 6@' and (.’IJ ¢ Pa’rs(ef'7 P) = gl =

0),
it. either Sq = (T v :=F) for some1<q<i, T €T and E € EX or (x:T) € Pars(0y,P) for
someT €T,

iii. either T € Op and £(x) € LA o(&w () = (T, Ve, Xa»r Ex) (for some Yz, Xz and &) or T €
T\ ID and &' (x) € sem(T).
(c) ¢;j = wr(x) and all of the following hold:
i X =Xk 0 0 Na(l) = (o, ver, xer, o) for some Opr vy, X, & and (xz ¢ Pars(0,P) = ¢ = 1),
ii. either Sq = (T x := E) for some1<q<1i,TeT and E € EX or (z:T) € Pars(0',P) for
someT €T,

iii. either T € Op and v € LA o(v) = (T,~",x",&") (for some ~",x" and ") or T € T \ ID
and v € sem(T).

(d) ¢j = cons(0), with @ € ©p A Pars(0,P) = py : Th;- - ;pc : Te for some ¢, and X = Xi;v1;- -+ Ve
and for all py : Ty, either Ty, € {Nat, Int,Bool, String} and v, € sem(Ty) or Ty, € Op and
vy € LAo(vy) = (Th,y", X", &").

(e) ¢; =if(C) and x = xx;b s.t. b€ B.

(f) ¢; =not and x = xx;b s.t. b€ B.

(9) ¢;j =op(o) and x = xr;a; b and all of the following hold:

i. If o € {=,!=} then a,b € {N,Z} or there exists a T € {N,Z,B, String} U Op s.t. either
T ¢ Op and a,b €T or T € Op and U(a) = <T7 7a7Xa7£a> and O(b) = <Ta 7b7Xb7§b>;
ii. Ifoe{<=,>=,<,>=1=x%/,%,+, ~,—} then a,b € {N,Z},
iii. If o € {&&, ||} then a,b € B.

Additionally, there exists a transition induced by c; from P to a state P' = (Sc’, o', sx) s.t. o' () =
0,7, x',&) and all of the following hold:

(a) If ¢; = push(v) for some v € V, then X' = xx;v and ' = ¢jq1;. .5 Cm; [Siv1; -+ 5 50].

(b) If ¢; = push(this), then X' = xx; ¢ and v = cjt1;...;¢m; [Six1; - ;5]

(c) If ¢; = rd(x), with x = xi; ¢’ and o({') = (0¢,ver, X &er) for some Op,~yer, X, e, then x' =
Xk; €' (x) and v = cjiai. .y em; [Sipas o 3 Sal.

(d) If ¢; = wr(x), then, with x = xx;v; €', o' (€") = Oer,Vpr, X, Epr) S8 if U & Lo, & = Ep]x — 0]
and x ¢ Pars(0p,P)V & (z) # v then sy’ = false!™!, and if ¢ € L, &y = & and sy’ = sx.
Additionally, X' = xx, ¥ = [Si+1;- ; Su]-

(e) If ¢; = cons(0), then, with X = xk;v1;--- ;e and Pars(0,P) =p1 : Tn;...;pc : Te, X' = xi3 ¢ for
somel s.t. o(')=1,0'(l') = (9,575,58[{;01 UL, De = V) Y =iy Ems [Sias - 3 O]
and sx' = false!*X!.

(f) If ¢; = if(C), with x = x&;b, X' = xx and if b = true, v = C;[Sit1;--- ;0] and if b = false,
v = [Sit15- -+ 5 5n].

(g9) If ¢; = not, with x = xx;b, X' = xk; b and ' = ¢jq1;. .5 Cm; [Sig1;- -+ 3 0]

h) If c; = op(o), with x = xk;a;b, then v = cjy1;...;¢m; [Sic1;- -+ ;Sn] and, with o the semantic

( j X=X Y j+ +
equivalent of o, X' = xx; ¢ for some ¢ s.t. all of the following hold:

i. IfaeT andbe T withT € T and o = {=,!=}, then c = aob and c € B,
it. Ifae Ty andb € Ty, withT1,Ty € {N,Z} and o = {<=,>=,<,>,=,/=}, thenc=ao0b and
ceB,
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iii. If a € Th and b € Ty, with T1,T> € {N,Z} and o = {x,/,%,4+, ~,—}, then ¢ = aob and
c e,

. Ifa,b € N and o = {x,/,%,+, °}, then c=aob and ¢ € N.

v. If a,b € B and o € {&&, ||}, then c=ao0b and c € B.

6. If Done(c) does not hold in P, then after a finite amount of transitions there must be a transition to
some state P' = (Sc',a’, 5"} for which Done(c’) holds.

We prove Properties [T} 2 B @ [f] and [6] separately. Every proof is dependent on different parts of the
semantics of P as defined in Section[f] All parts of the semantics of P are used in at least one of the proofs.

The first three properties are about the schedule, and state that the schedule is well-formed, a transition
induced by the schedule can always be taken if there are no steps to be executed and the schedule is not
empty, and that there are a finite amount of schedule transitions between steps or until the schedule is
empty, respectively.

Proof of Property [l We prove Property [I] by induction on the states traversed in any execution of P. Note
that the schedule of P% is well-formed, as it is the schedule of P, and P is well-formed. This proves the base
case.

Then, let P; = (Sc, 0, sx) be the ith state traversed in some execution of P with definitions D, from
which some transition is taken to a state P,y 1 = (Sc’,0’,sx’). By induction hypothesis, we assume that
T; Steps(D), Q lll—F Sc or that Sc = . Then, we do a case distinction:

e If the transition taken is a command transition, Sc¢’ = Sec so I'; Steps(D), § I} Sc’ or Sc’ =e.
a

e If the transition is taken is a schedule transition, we know that Sc # ¢, as every schedule transition
requires something in the schedule.

As Sc is well-formed, we know that it has a well-defined first element, s.t. Sc¢ = sc or S¢ = s¢ < Sched; .
Then, if Sc¢ = sc, we know that ', Q l} sc, as Sc is well-formed modulo aFiz. Then, we have a case
a
distinction on the form of sc:
1. If sc = F for some step F or sc = 0.F for some struct type 6 and some step F', then the schedule
transition that is taken is InitG or InitL respectively. These will remove sc from the schedule.

2. If s¢c = Fiz(scy) for some schedule scy, the transition must be Fizlnit, resulting in s¢’ = s¢; <
aFiz(sci) which replaces sc. As T'; Steps(D),Q b Fiz(scy), it holds that T'; Steps(D), 2 FF scq.

It follows that T'; Steps(D), 2 FF sy < aFiz(scy).
3. If sc = aFiz(scy) for some schedule scq, the transition must be either Fizlter or FixTerm. If

the transition is Fizlter, then s¢’ = sc1 < aFiz(sc) replaces sc. As I'; Steps(D),Q + aFiz(scy),
T; Steps(D), Q l} scy. It follows that I'; Steps(D), 2 I} sc1 < aFiz(scy). If the transition is
a. a

FixTerm, sc is removed from the schedule.
From this, we can conclude that either Sc’ = ¢ or T'; Steps(D), Q2 FF Sc’, so the induction step holds.
a

Then if S¢ = sc¢c < Sci, with sc being a single schedule element, note that T'; Steps(D), 2 }—F Sc iff
T; Steps(D), Q2 F Scy and T; Steps(D), Q l} sc. Any schedule transition only affects the first schedule

element, so after a single transition, Sc; will remain unchanged. This means that we can consider sc
as a separate schedule. We then apply same case distinction as above, from which we can conclude
that either the first element is removed after a transition or the transition results in a schedule S¢” s.t.
T'; Steps(D), 2 (IL—F Sc”. In the first case, S¢’ = Sc¢q and T, Q l} Sc’. In the second case, we know that

T; Steps(D), Q2 I—F Sc’" and T; Steps(D), Q l} Secq, so we know that T'; Steps(D), l} Sc’. Therefore,
in this case, the induction step holds.
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It follows that the induction step holds, so Property [1] also holds. O

Proof of Property[3 Let P = (Sc,0,sx) be a state reached in an execution of P s.t. Done(o) = true.
Assume that Sc # e. It follows from Property [1| that Sc is well-formed modulo aFiz, so we know that Sc
has a well-formed and well-defined first schedule element sc. Then, we do a case distinction on what this
element is:

1. If s¢ = F for some step F, then it follows that InitG is enabled: Done(o) holds, and beyond that,
the only requirement is that sc = F. Same holds for sc = §.F and InitL.

2. If sc = Fiz(scy) for some schedule scq, the transition FixInit can be taken, as Done(c) holds and sc
fits the pattern in the schedule which is the other requirement.

3. If sc = aFliz(scy) for some schedule scy, then whether a transition can be taken depends on whether
there is a value on top of the stability stack. This is, however, the case: The only rule which introduces
a pattern which includes aFiz in the semantics is the rule FixInit, which also adds a value on top of
the stability stack. The only rule which removes a value of from the stability stack is FixTerm, which
also removes an aFix pattern. It follows that the amount of values in the stability stack corresponds
exactly to the amount of aFiz patterns. It follows that there is a value on the stability stack when a
aFiz pattern is encountered. Then, either this value is true or false. If the value is true, note that
Done(o) holds and that an aFiz pattern is the topmost schedule element, so FixTerm is enabled.
Along the same lines, if the value is false, FixIter is enabled.

It follows that if the schedule is not empty and Done(o) holds, there must be a well-formed first schedule
element and for all forms that element can take there is an enabled transition. O

Proof of Property[3 We prove Property [3] by first proving through induction that after any sequence of
transitions from P either the schedule is empty or there must be an InitG or InitL transition. We then
prove that after this InitG or InitL transition to, w.l.o.g., state P’, Done(c’) does not hold. Note then that
if either InitG or InitL are enabled, by definition of the schedule and the transitions, no other transitions
are enabled, so the InitL or InitG transition must also be taken. We therefore make no distinction between
the an InitG or InitL transition being enabled and being taken.

We first do induction on the structure of the schedule. As base case, we take that Sc¢ = ¢, which directly
satisfies our property. We then assume as induction hypothesis 1 that for all but the first element of the
schedule, any sequence of schedule transitions eventually leads to either the schedule being empty or an
InitL or InitG transition being taken.

Let sc be the first element of Sc, and assume that InitG and InitL are not enabled. It follows that
sc = aFiz(sc1) or sc = Fiz(sc1). Let the next transition taken be ¢, from P to P’ = Sc¢’,o’,sx’. This
transition exists, by Property We then do induction on the amount of occurrences k of both Fiz and
aFiz. If k = 1, It follows that sc; is either a step call, a typed step call or a sequence of step and typed
step calls, as Sc is well-formed modulo aFiz. Then if ¢t = FixInit, (so sc = Fiz(sc1)), Sc’ will start with
the sequence s¢; < aFiz(sci), and as sc; must have a step call as first element, either InitL or InitG
must be enabled. The same argument holds if ¢t = FixIter, but with sc = aFiz(scq). If t = FixTerm, so
sc = aFir(scy), sc is removed. Then either S¢’ = ¢, or we use induction hypothesis 1 to conclude that any
sequence of schedule transitions eventually leads to either the schedule being empty or an InitL or InitG
transition being taken.

We then assume as induction hypothesis 2 that if £ = i—1, any sequence of schedule transitions eventually
leads to either the schedule being empty or an InitL or InitG transition being taken. Let k = ¢. Then if
t = FixInit, (so sc = Fiz(scy)), Sc¢’ will start with the sequence sc; < aFiz(sc1), and as the amount of
occurrences of both Fiz and aFiz in sc; must then be ¢ — 1, by induction hypothesis 2, any sequence of
schedule transitions eventually leads to either the schedule being empty or an InitL or InitG transition
being taken. The same argument holds if ¢ = FixIter, but with s¢c = aFiz(sc1). If ¢t = FixTerm, so
sc = aFiz(scy), sc is removed. Then again either Sc¢’ = ¢, or we use induction hypothesis 1 to conclude
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that any sequence of schedule transitions eventually leads to either the schedule being empty or an InitL
or InitG transition being taken.

It follows that after a finite amount of transitions from P either the schedule is empty or there must be
an InitG or InitL transition to some state P’ = (Sc’,0’, sx’). By the definition of the schedule transitions,
when w.l.o.g. transition InitG is taken for w.l.o.g. some step F', by definition of InitG, the commands of
F are put into the command list of every struct instance of a struct type for which F' is defined. As Sc is
well-formed modulo aFiz, there is at least one struct type for which F' is defined, and as there always exists
a null instance for every struct type, there is then at least one struct instance which will have commands in
their command list. It follows that =Done (o). O

We now prove the more involved properties involving expression and statement execution. We first prove
Property EL which states that for any command c; found inside the commands generated for a statement
S;, there exists a command ¢, which signifies the start of the smallest subexpression of S; of which the
generated commands include the command c;.

Proof of Property[f} To prove the lemma, we do a case distinction on which command ¢; is and choose an
appropriate cy:

1. If ¢; = push(wal(g)), it has been generated by the interpretation function in response to either the
expression g, with g € LT, or, if g = defaultVal(T') for some T', to nully. It follows that with ¢, = ¢;,
the lemma holds. Analogously, if ¢; = push(this), which is generated for the expression this or for
a (sub)expression ... .. Zr, for some n > 0, then we can also choose ¢ = c;.

2. If ¢; = rd(z;) for some variable z;, then we know that ¢; is generated by the interpretation function
in response to some variable expression xi.--- .z,, with z; € z1.--- .x,. Let ¢; be the first command
of [#1.--- .@p]. Then ¢x;...5¢; = [x1.--- .2;] and the lemma holds.

3. If ¢; is a wr, cons, if, not or op command, it is automatically the last generated command for some
expression or statement as per the definition of the interpretation function. The lemma will then hold
for ¢; being the first command generated for the same expression or statement.

As in all cases, a ¢; can be chosen, the lemma holds. U

To prove Property [B] we first prove an auxiliary lemma, which proves that if we encounter a label,
we know it has a defined struct instance. This lemma depends on the fact that writes are atomic in our
semantics and that struct instances cannot be deleted.

Lemma 7.15. Let P be an AuDaLa program. Let P = (Sc,o,sx) be a state encountered during some
execution of P s.t. there exists a label £ s.t. o(£) = (0,7, x;¥,&) for some 8, v, x and {&. Then o(¢') # L.

Proof. We use the definitions of the lemma. If ¢/ € Ly, then the lemma holds by the definition of £y and
null instances, as instances cannot be deleted in our semantics. Therefore, assume ¢/ ¢ Ly. Then ¢ must
have been introduced to the pool of labels after the initial state, so £ must have been introduced by some
semantic transition. The only transition which can introduce new labels is ComCons, which also makes
sure that there is a struct instance for the new label. It follows that in both cases, the lemma holds. O

We then prove Property [ using induction. Intuitively, Property [] states that when a command is
encountered, the stack holds are prerequisite elements to be able to execute the command according to the
transition induced by the command, and specifies the results of executing this command transition from
the current state, including the types of those results where applicable. We prove this using induction on
the distance d, which signifies the length of the sequence cg;...;c;, with ¢ being the first command of
the smallest subexpression or statement of which the commands generated for a statement .S; contain c;.
If d = 0, then the command must be able to execute without context, and its results must be able to be
established without the context. If d > 0, we apply the induction hypothesis that Property [5| holds for all
command pairs c}, ¢, s.t. their distance is d — 1, and then prove that Property |5 holds for ¢; as well.
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Proof of Property[5 Let P = (Sc,o,sx) be a well-formed AuDala state reached by some program P =
D Scp s.t. T,Q F D Scp for some T', Q. Then assume that —Done(c). Let £ € L be a label s.t. o(¢) =
(0,7,x,&) and v # e. Let F be the step currently executed by o(¢), with statements Sy;---;S,. Let S;
be the statement s.t. [S;] = c1;--- ;¢m and v = ¢j5- -+ 5¢m; [Sig1; -+ ;3 Sn]. Then, let ¢, with k£ < j s.t.
Ck;...5¢; = [E] or ck;...5¢5 = [Si]. Note that according to Property this ¢ is guaranteed to exist, so we
assume ¢y, has the largest k possible for ¢;. Let P, = (Sc, ok, sx;,) be the state right before the transition
induced by ¢ and let o (¢) = (0, Vi, X&; Ek)-
To prove Property |§|, we do strong induction over the distance d between c;, and c;, with d = j — k:

d =0 Then it follows that ¢; = c;. This means that c; is both the first and the last command of some
expression or statement. By the definition of the interpretation function, this can only happen for
the expressions g with ¢ € LT, this, nully and z1.--- .zg. In all of those cases, ¢; = push(v)
for some value v € V or ¢; = push(this). This satisfies the first part of Property Then, if
c¢j = push(v) for some v € V, a transition ComPush will be enabled to a state P’ = (Sc’,0”, sx’)
with o’(€) = (0,¢j115- - 5em; [Six1s - 3 S ]iv s x; v, &), As x = xx, this satisfies the property. If
c¢; = push(this), then a transition ComPushThis will be enabled to a state P’ = (Sc¢’,o”, sx’) with
o' (€) =0, cjt1;- s Cm; [Sit1; -+ 5Sul, x5 6, &) As x = x&, this satisfies the property.

d > 0 As induction hypothesis, we assume that the property holds for any command c;- with a corresponding
command ¢}, s.t. the distance d’ for ¢ and ¢}, is smaller than d. As c; has the largest possible & s.t.
Cii...;¢; = [E] or cg;...;¢; = [S;] and d > 0, it follows that ¢; is not a push command; if ¢; was a
push command, it must have been introduced as the first command of an expression g with g € LT,
this, nully or x1.--- .z, (by the definition of the interpretation function), so either d = 0 or there
exists a larger k s.t. cg;...;c; is the list of commands generated from an expression. We then do a
case distinction on the commands ¢; can be:

rd If ¢; = rd(x) for some z, then ¢; = push(this) and the expression E is a variable expression
x1.--- .z, as seen in the proof for Property As rd(z) was generated by the interpretation

function, it follows that there exists a variable z; with h > 0 s.t. E = x1.--- .xp.x. It follows
that £ = E’.x for B/ = z1.--- .z}, and that we can apply the induction hypothesis on command
Cj—1, 88 Ck;...;¢j—1 = [E'] and the distance between ¢ and ¢;_1 is d — 1. From Property [5| for

¢j—1 we then know that there was a transition from a state P, = (Scp, op, sx;) with some €5,
s.t. on(lrn) = (On, Yn, Xn, &n) and x = xk;€n(zn), for some x, defined in S;. We also know that
&n(zp) € L, as otherwise we would have a variable expression 7. - - - .xp.2 in P where xj, resolves
to a value, not a reference, which is not provable in the type system of P. As P is well-formed, this
cannot happen. By Lemmal[7.15 we know that o(&, (1)) = (Oh, Yhs Xn, En) for some O, v, Xn, En
and we also know that, with 6, the struct type of o (&, (xp)), © & Pars(0n, P) = &n(zp) = £, as
otherwise .- - .xp.x would not be admitted by the type rule VarR.

As P is well-formed, we know that there was either a statement S, = (' z := E,) with 1 < ¢ <1
and E, € EX or that (x : T') € Pars(0y,P) for some T' € T, as otherwise x;.--- .xp.2 would
not be provable in the type system. Then, if T' € Op, we know that {(x) € £. By Lemma
we then know that o(&,(z)) = (0, Ya) Xas Ex) for some 0,, v, Xz, & and we know that as P is
well-formed, 6, =T, as otherwise x;.--- .xj.x would not be provable in the type system.

Then there exists a transition ComRd to a state P’ = (S¢’,0”, sx’) with

d'(0) =0, cjt1; .- Cm; [Sit1;- -+ 5], Xu; En(2), &), by definition of ComRd.

wr If ¢; = wr(z) for some z, then ¢; = ¢,,, by the definition of the interpretation function. It
follows that c; = ¢ and that cg;...;¢m = [S;]. By the interpretation function, it follows that
[Si] = [E']; [x1-- - -zn]; wr(z) for some expression E’ and some variable expression .-+ .xp.
By the induction hypothesis on the commands [E’'] = ¢1;. . .; ¢q, we know that after command ¢,
we are in a state P, = (Scq, 04, 5X,), With 04(0) = (0, cat1; - -5 ¢m; [Sit1;- -5 5], Xk; v, &q) for
some value v € V. By the induction hypothesis on the commands [21.- - .zp] = cat1;- - Cm-1
and analogous reasoning as in the case above, we know that after command c¢,,_1, we are in a
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state P, = (Scp, 0p, sXp), With o5(€) = (0, ¢m; [Sit1;- -+ Snll, Xk; ; €h, Ea) for some ¢, € L, with
o(lr) = (On, Yh, Xh, En) for some Op, v, X1, En and with z ¢ Pars(0,,P) = ¢/ = L.

Again, as P is well-formed, we know that there was either a statement S, = (T' z = E,)
with 1 < ¢ < i and E, € EX or that (z : T) € Pars(0,P) for some T' € T, as otherwise
1. .xp.2 would not be provable in the type system. Then, if T € ©p, we know that v € L.
By Lemma we then know that o(v) = (04,7, Xv, &) for some O, vy, Xv, & and we know
that as P is well-formed, 6, = T, as otherwise x.--- .zj.x := E’ would not be provable in the
type system.

Then if ¢;, ¢ Lo, there exists a transition ComWr to a state P’ = (S¢’,0”, sx’) with

o'(l) = (0,[Six1;- 3 Snlsxk, &) and o’ (¢") = (Ov,ver, xer, &) st & = &pl[r — v] and if
x & Pars(0p,P)V & (x) # v then sy’ = false!*X! by definition of ComWr.

If 4}, € Lo, there exists instead a transition ComWrINSkip to a state P’ = (Sc¢’,0’, sx) with
o' (€) =0, [Six1; - ;Su], Xk, &) and o’ (€') = (8o, ver, Xxer, Eer) by definition of ComWrNSkip.
If ¢; = cons(f) for some struct type 6, then it must have been generated as the last command
of an expression or statement (E1, ..., Ey). It then follows that the largest possible ¢ is the
first command of O(E1,...,Ep). Then let Pars(0,P) = (x1 : T1);...;(xp = Tp). It follows
from repeated application of the induction hypothesis that every expression E; € Ey,...,E)
leaves a value v € V on the stack, s.t. x = xg;v1;...;v,. We also know for every expression
E; € E,...,Ey that either T; € {Nat, Int,Bool,String} and v; € sem(T;) or T; € ©p and
v; € L, as otherwise P would not be well-formed as the constructor statement or expression
would not be provable in the type system. We then know that if v; € £, by Lemma [7.15]
o(vi) = (0,7, Xi» &), and we know by the well-formedness of P that 6; = T.

Then by the definition of the transition ComCons with a fresh label /) there exists a transition
to a state P’ = (S¢’, 0’ sx') with o/ () = (0, ¢j415 .3 Cm; [Sit1; -+ 3 Sul xk; €, &) and o' (¢) =
(0,e,6,£9[{p1 — v1,...,pn — v }]) and sy’ = false!*X!.

If ¢; = if(C) for some command list C, then ¢; must have been generated as part of an if-
statement, s.t. ¢; = ¢, and [S;] = [E'];if([S]) for some expression E’ and some list of
statements S. It follows that ¢, = ¢;. Then by application of the induction hypothesis on
[E'] = c1;-..; ¢m—1, we know that x = xx; b, where b € B because P would not be well-formed
otherwise.

Then by the definition of the transitions ComIfT and ComlIfF, there exists a transition to a
state P’ = (Sc’, 0/, sx') with o/ (€) = (0,7, xx,&') s.t. if b= true, v/ = C;[Siy1;- -+ ;S,]. and if
b= false, ¥' = [Siy1;- - ;5]

If ¢; = not, it must have been generated as the last command of an expression !E’ for some
expression F’. Tt follows that the largest possible ¢ is the first command of [!E] = [E]; not.
By application of the induction hypothesis on [E’], we then know that x = x;b, and we know
that b € B because otherwise P would not be well-formed.

Then by the definition of the transition ComNot there exists a transition to a state P’ =
(8¢, 0, 5x) with /(€)= (0, [Si113++ 5 Sull, i b, ).

If ¢; = op(o) for some syntactic operator o, it must have been generated as the last command of
an expression E7 o Fy. It follows that the largest possible ¢ is the first command of [E; o Eq]] =
[E1]; [E2]; op(o). Then, by induction hypothesis on [E;] and [Es], and the relation between the
interpretation function and the stack in the semantics, we know that x = xx;a;b for a,b € V. We
then know that if o € {=,!=} then a,b € {N,Z} or there exists a T € {N, Z, B, String} UOp s.t.
either T ¢ Op and a,b € T or T € Op, by the type rules Eq and Comp. We also know that and
o(a) = (T, Va, Xa,&a) and o (b) = (T, v, x», &) by Lemma and the type rule Eq. By the type
rules Comp, N Arith and IArith, we know that if o € {<=,>=<,> == %/, %,+, ", —}
then a,b € {N,Z}, and by the type rule BinLog we know that if o € {&&, ||} then a,b € B.
Then by the definition of ComOp, there exists a transition to a state P’ = (S¢’, 0/, sx’) with
o'(€) = (0, cjrr;- - emlSiv1; -+ 3 Snlls X3 c€') st
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(a) ifaeTand be T with T € T and o = {=,!=}, then c=ao0b and ¢ € B,

(b) if a € Ty and b € Ty, with 71, T, € {N,Z} and o = {<=,>=,<,>,=,!=}, then ¢ = a0b
and c € B,

(¢) if a € Ty and b € Ty, with T7, Ty € {N,Z} and o = {*,/,%,+, ", —}, then ¢ = aob and
c €7,

(d) if a,b e Nand o = {x,/,%,+, "}, then c=aob and ¢ € N and
(e) if a,b € B and o € {&&, ||}, then c=ao0b and c € B.

It follows that the step holds for all possible cases, so the induction holds.
As the induction holds, Property [5] holds. O
Lastly, we prove Property [6] which states that step executions are finite.

Proof of Property[6 Let P = (Sc,o,sx) be a well-formed AuDala state reached by some program P =
D Sep st. T,Q F D Scp for some I',Q2. Then assume that —Done(c). Let k be the total amount
of commands still present in some command list of some struct instance. k > 0, as Done(o) = false.
Then the amount of transitions enabled directly corresponds to the commands ¢ s.t. for some ¢ € L,
o) =(0/,¢;7,x',€). Tt follows that after a transition to a state Py, there are k — 1 commands in total
still present in some command list of some struct instance, and the transitions enabled are similarly bound
to commands as in P. As k must be a finite number, as P is well-formed (with a finite syntax), it follows
that after a finite amount of transitions, we arrive in a state P’ = (Sc’,0’, sx') s.t. Done(c”) = true. O

As all properties hold, we conclude that Theorem holds.
To use this theorem, we can shift the focus from commands to expressions and statements. For expres-
sions, we define resulting values for expressions:

Definition 7.16 (Expression Results). Let the result v of an execution of an expression E in a step F'
in a well-formed program P by a struct instance s be the value v resulting from the transition induced by
the last command ¢, of [E] in the command list of s as per Theorem m

Note that there always is at least one resulting value for every expression, by Theorem [7.14 However,
this value does not have to be deterministic, because we allow for interleaving during the execution of an
expression E by struct instance s. After all, if F contains a read to a variable which is not deterministic
during F', then the result of E cannot be deterministic either. However, the following holds:

Lemma 7.17. Let E be an expression in a step F' in a well-formed program P executed by a struct instance
s from some state P. Let x1,...,x, be the parameters referenced during E. If all parameters x; € x1,...,x,
are deterministic during the execution of F' from P, then the result of E executed by s is also deterministic
during the execution of F' from some state P.

Proof. If all of the parameters of F are deterministic, it follows that any computations on them have a
deterministic outcome, so the result is also deterministic. O

In this paper, we are interested in proving programs without read-write race conditions from some premise
state P;. Note that in program executions without read-write race conditions from Pj, all resulting values
from all expressions are deterministic, as the fact that parameters are read in an expression E executed
by a struct instance s during the execution of a step F' from some state P means they cannot be written
to during F', which leads to the parameters being deterministic. So in a program without read-write race
conditions from Pj, expression results are by default deterministic.

On a more general level, we know from Theorem that the execution of a statement S in a step F
in a well-formed program P by a struct instance s leads to the effects in Property [f] depending on the last
command in [S]. Intuitively, this means the following:
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Corollary 7.18 (Execution Effects). Let S be a statement executed during the execution of a step F in a
well-formed program P by a struct instance s. Let P’ be the state resulting from the transition induced by
the last command of [S] for s. Then:

1. If S is an update statement xy. . ... Tn.x = E, then, with x the variable in the struct instance belonging
to a result of an execution of xy..... Ty, if T is not a parameter of a null-instance, x will be updated
to a result of an ezecution of E in P’, and all values in the stability stack will be reset to false if this
means that a parameter has changed. If x is a parameter of a null-instance, E is executed and its
effects are still present in P’, but x has not been updated.

2. If S is a variable assignment statement T x := E, then it has the same effect as executing the update
statement r := FE.

3. If S is an if-statement, in P', E will be executed to a result b. If b = true, the if-clause will be taken.
If b = false, the if-clause will be skipped.

4. If S is a constructor statement 0(E, ..., E,,), then in P’, there will be a new struct instance for a
fresh label £ with type 6 and its parameters set to results of executions of E1,..., Ey,, and all values
in the stability stack will be reset to false. Additionally, £ will be the last value on the stack of s.

Additionally, let € be the expressions executed as a part of S. For any expression € £, if E is a constructor
expressions 0(FE1, ..., Ey,), its result will be a fresh label ¢ s.t. in P’ there is a struct instance for ¢’ with type
0 and its parameters set to results of executions of E1,..., E,. Furthermore, if there exists a constructor
expression E in &, all values in the stability stack will be reset to false. Lastly, the effects of a statement
will be deterministic if all results from all expressions in S are deterministic.

Proof. Follows directly from applications of Theorem [7.14) and Lemma [7.17} O

As in this paper we assume our programs do not have read-write race conditions from some premise state,
this means that the direct effects of all statements are deterministic. However, we do not exclude write-write
race conditions, so we need to weaken the above Corollary to find the permanent results of executing update
statements in a step:

Corollary 7.19 (Permanent Update Results). Let P be a well-formed program without read-write race
conditions from some premise state Py, with a step F. Let F' be executed from some state P and let s be a
struct instance in P. Let S be the last update statement of some parameter s'.x of some struct instance s’
by s, which updates s'.x to a value v. Let S be the last update statements of s'.x across all definitions of F'
for any struct type 8. Then we can guarantee that after the execution of F from P:

a. If ¢’ is a null-instance, s'.x = a = null.
b. If s’ is not a null-instance:

1. If s'.x is not involved in a write-write race condition, s'.x = b.

1. If s'.x is involved in a write-write race condition in F, let N be the set of all possible values
written to s'.x during the execution of any statement from S by any struct instance during the
execution of F' from P. Then s'.x € N.

Additionally, we know that if s'.x has had its value changed during the exzecution of F, all values in the
stability stack have been reset to false during the execution of F.

Implications of Theorem[7.14 and its corollaries. With the theorems, lemmas and corollaries proven in this
section, one can prove the effects of an AuDaLa step F' by hand on the level of the syntactic code of F' in
the program, without transforming that behaviour into commands, using the above corollaries to formally
establish the behaviour of statements. For variables x deterministic during the execution of F', one only
has to consider the final value of x relative to a single struct instance, which can then be generalised to all
struct instances. This can be done by sequentially walking through the code of F'. For variables z involved
in write-write race conditions, one will need to construct the set N as defined in Corollary [7.19]
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7.2.1. Type Soundness

With theorem 7.14, we can prove type soundness. We first give a small overview of what type soundness
means for a type system, and then give the proof for AuDal.a’s type system being sound.

Type soundness was first defined by Milner [38] as the property that well-typed programs do not go
“wrong”. This is further expanded upon by Wright and Felleisen [39], which identify this as weak type
soundness, and more specifically define it as the absence of type errors during execution. They give a
definition of strong type soundness, stating that if a program (or expression) is evaluated to be of some type
by the type system, the value returned from evaluating that program also has that type. They then give
the well-known syntactic approach for proving type soundness based on progress and preservation.

Note that weak type soundness is indeed weaker than strong type soundness. Weak type soundness will
be satisfied if there are no type errors, even if there are type mismatches in the program (as long as they
don’t incur a type error). Strong type soundness does not allow for type mismatches between the program
and its evaluation.

In our language, there are essentially two levels of the semantics. The first level works directly on the
syntax and deals with the execution of the schedule. The second level works on commands generated by the
syntax and deals with the execution of the statements of steps occurring in the schedule. To establish type
soundness for AuDalLa, we then have to consider the type soundness of both levels.

Note that due to the fact that a good part of the semantics does not directly work on the syntax of the
program, we cannot use progress and preservation. As defining a type system on the commands does not
have a use beyond proving type soundness using the progress and preservation method (for commands only,
not for the schedule), we have decided to instead establish type soundness using the semantics directly.

To prove the type soundness of our type system, we will need to prove that in every state of a well-formed
program P, we prove that weak and strong soundness hold for the execution of P. We first establish weak
soundness. To do this, we first have to define when a type error occurs in AuDalLa:

Definition 7.20 (Type Errors in AuDaLa). Let P = (Sc, 0, sx) be an AuDalLa state. We define a type
error to occur in P iff one of the following holds:

1. The schedule Sc is neither empty nor well-formed modulo aFiz.

2. The values on the stack of a struct instance in o are not compatible with a command transition enabled
for that struct instance.

3. A transition is enabled in some struct instance of o that writes a value to a variable environment s.t.
the variable written to and the value have different types.

Note that as the transitions on the schedule match with the first entry in the schedule, a schedule that is
neither empty nor well-formed will terminate the program early, instead of incur a visible type error. We
still count it though, as the error has been incurred by a mismatch in expected schedule content and actual
schedule content.

Note then that AuDala’s type system is weakly sound:

Corollary 7.21 (Weak type soundness for the type system of AuDala). There will be no type errors in
any state encountered during any execution of a well-formed AuDaLa program P.

Proof. This follows from Theorem the first property directly contradicts that an occurrence of the first
possible type error can happen in P, and the fifth property contradicts the occurrence of the second and
third types of type error with its strong requirements on the types of the values on the stack and the values
written to variable environments. O

Then, to prove that strong soundness holds, note that the only dynamic parts of an AuDala program
that have types are the schedule and expressions used in steps. As we already established that the schedule
is well-formed right until it is empty (which is expected, as if the schedule is empty the program terminates),
we then only need to establish that the expressions evaluated during a program are evaluated to a value
which matches type with the expression.

To do this, we define the following lemma:
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Lemma 7.22 (Strong type soundness Addendum). Let P be a well-formed program, and let E be an
expression defined in a step of a struct type with type 0. Let E have type T in P according to the type
system. Let P be an AuDaLa state reached by P from which E can be executed. Then either T € T \ ID
and the result value of E executed from P will have the semantic type sem(T), or T € ©Op and the result
value of E executed from P will be a label ¢ s.t. the struct type of o(¢) is T'.

Proof. This follows from Property 5 of Theorem[7.14] but to properly establish it, we need to apply structural
induction. As base cases, we have the following cases:

e If £ = this, then we know from the type system that the type of E must be 6, where 0 is the
struct type of the step E is defined in in P. As [E] = push(this) (by definition of the interpretation
function), we know from Property 5 of Theorem that if F is executed by a struct instance with
struct type ¢, the result value is a label of that struct instance. As F is defined as a part of a struct
type 6, only struct instances with struct type € can execute F, so the struct instance of the returned
label ¢ will have type 6.

o If £ = null, then let this occurrence of null be annotated with the type T in the syntax tree. We then
know from the type system that £ must have type 7. From the interpretation function, we know that
E = push(defaultVal(T)). We then know from Property 5 of Theorem that if E is executed by P
it will push a value v = default Val(T) to the stack. This value will then have type sem(T) if T € T\ ID
and will reference a struct instance with struct type T if T' € ©p, by definition of defaultVal.

o If £ =g, with g € LT, then let T € T \ ID be the syntactic type of g. We then know that E has type
T according to the type system. From the interpretation function, we know that E = push(g). We
then know from Property 5 of Theorem that if F is executed by P it will push a value val(g) to
the stack. By definition of val(g), this value has the type sem(T'), as it is the semantic equivalent of g.

o If ¥ =z, with x € ID, then we know that z must be a variable in P. It follows that according to
the type system it must have a type T, and that it is either a parameter or it is an already defined
local variable (due to type system rules SeqLVar and LVar). It follows that with £ the environment
variable of the executing struct instance, £(z) = v for some value v. From Property 5 of Theorem
we then know that v has type T if T € ©p and sem(T) if T € T \ ID. From the type system,
it then follows that F must also have type T. We then know from the interpretation function that
[E] = push(this);rd(z), which means that the execution of E pushes first the label of the executing
struct instance on the stack and then takes it to put v on the stack. It follows that v is the result value
of F and that if E has type T, then if T' € T \ ID, v has type sem(T) and if T € Op, v has type T.

As the induction hypothesis, we assume that the lemma holds for all subexpressions of E¥. We then have
the following step cases:

e If £ = X.z, then we know from the type system that X has a type 0, and from the lemma we then
know that the result value of X is a label ¢ for a struct instance with struct type 6. Then from the
interpretation function we know that F = [X];rd(z), so with £x the variable environment of the
struct instance of the label ¢, we know that E’s return value is £x(z). Then we also know from the
type system that x is a parameter with type T, containing a value v of type T if T € ©p or sem(T)
if T € T\ ID, by Theorem property 5. From the type system, we then know that E must also
have type T, and from Theorem Property 5, we then know that the result value of F is v, due
to which the lemma holds for this case.

o If E=0(F,...,E,), then we know from the type system that E’s type is §. We then know from the
interpretation function that [E] = [E:1];. .. ; [E,]; cons(f) and we know from Theorem [7.14] Property
5, that cons(6) then returns the label of a struct instance with type 6. It then follows that the lemma
holds in this case.
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e If £ =!FE’, then we know from the type system that E has type Bool. From the interpretation function
it then follows that [E] = [E’]; /and as our type system requires that E’ also has type Bool, we know
that the value returned from [E'] is a boolean. We then know by Theorem Property 5, that the
value returned from F is also a boolean, which satisfies the lemma in this case.

o If E = (F’), then let T be the type assigned by the type system to E. As [E] = [E’], and E’ also has
type T according to the type system, we can then apply the induction hypothesis to conclude that the
lemma also holds for E.

e If E = Ej o E», then by the interpretation function, we know that [E] = [E]1; [E]2; op(c). Then we
know by the induction hypothesis that the result values of F; and E5 have the correct corresponding
types to Fq and F5. By the interpretation function and the definition of the semantics, these must then
be at the end of the stack. As P is well-formed, o must be compatible with these values. Then, for all
types T' that E can have according to the type system and all possible o, it follows from Theorem [7.14]
that the return value of E will have the type sem(T).

From this it follows that the lemma holds. O
With this, we then conclude the following theorem:

Theorem 7.23. The type system of AuDaLa is sound.

Proof. By Corollary [7.21) and Lemma [7.22] O

8. Proving AuDaLa Code Correct

In this section, we prove the AuDalLa code of Listing 4| (Section and Listing m (Section [8.2)) correct,
using the definitions, properties and lemmas of Section [7] and concepts from Sections [3 ] and [5} We then
conclude this section with some more general insights in the structure of proving AuDal.a programs correct
(Section . During the proofs, we consider the program in a vacuum; we assume that if something is not
changed by the program as a whole, it is not changed at all. With this, we rule out outside interference by
hardware. As this paper is concerned with the theoretical foundations of AuDala and we intend to prove
the correctness of AuDala programs, not AuDala program implementations we consider this to be a fair
assumption. We also omit the type system proof derivation to prove both programs well-formed.

8.1. Proving Prefiz Sum Correct.

In this subsection, we prove that the code as given in Listing[4] correctly executes the Prefix Sum function.
We start by stating the problem formally:

Problem 8.1 (Prefix Sum). Given a sequence of elements py,...,p,, with values z1,...,z, for these
elements, compute for each position 1 < i < n the sum Xj_,x;. The sequence is given as a single, finite list
without loops.

As the code does not describe initialization, we need to specify the requirements of a premise state from
which this code can be executed with the intended effect. These requirements have already been stated in
Section [6 but are formalized here:

Definition 8.1 (Premise State). We define a premise state of the Prefix Sum code as a state P =
(Se,0,8x) s.t. there are labels ¢4,...,¢, for positions pi,...,p, where o(¢1) = (Position,e,¢,&1) is the
first position py, with p;.val = z1 and p;.prev = null, and for every p; with 1 < i < n, p;, = o({;) =
(Position, e,,&;), with p;.val = x; and p;.prev = ;1.
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To prove the code in Listing [ correct, we first consider the steps of this code, for which we prove the
effects. The strategy is to first consider which parameters are in a race condition, if any, using information on
the states from which the step is executed. Then, we can establish the effects of the step on the parameters
using Corollary [7.19} For parameters not involved in race conditions, this consists of walking through the
step sequentially and establishing the last value written to the parameter. After we have considered the
effects of all the steps, we combine them into fixpoint inner contracts. These we then use to prove the effects
of fixpoints, from which we establish the final result of executing the code. If this code corresponds to the
requirements as stated in the problem, it is correct provided the state from which it is executed is a valid
premise state.

For Listing [4] instead of considering variables separately we prove that all steps are deterministic as a
whole:

Lemma 8.2. All steps in Listing[{] are deterministic.
Proof. This follows from the fact that no step in Listing [ has potential race conditions:

e In read, a potential race condition would need to include either auzval or auzprev, as those are the
parameters written to in read. However, these parameters are not accessed indirectly, so there can be
no potential race conditions on them, following from Definition Therefore, read has no potential
race conditions.

e In write, no parameters used are accessed indirectly, which is required for a potential race condition
to exist, according to Definition [7.9] Therefore, write has no potential race conditions.

Therefore, no step in Listing [4 has potential race conditions. It follows from Lemma that no step in
Listing [4] has race conditions. It follows by Lemma [7.6] that all steps in Listing [4] are deterministic. O

As all steps are deterministic, we can walk through a step sequentially to determine its effects. That
way, we establish the following contracts for read and write in Listing [4}

Lemma 8.3 (read Contract). Let P = (Sc,0,sx) be an AuDaLa state and let Lposition be the labels of
Position structs in P. Executing read starting at state P results in a state P’ = (Sec,a’,sx). In P', for
every U, € Lposition S-t. p = o(l,) = (Position,~, x,&p), let p' be o'(¢,). Then p'.auzval = p.prev.val and
p’.auxprev = p.prev.prev.

Proof. Let P, P', p and p’ be as defined in the lemma. As read is deterministic, we can sequentially walk
through the statements of the read step.

By applying Corollary to the first statement of read, it follows that p’.auzval = p.prev.val. By
applying it to the second statement of read, we know that p’.auxprev is equal to p.prev.prev. O

Lemma 8.4. Let P = (Sc,0,sx) be an AuDaLa state and let Lposition be the labels of Position structs
in P. Ezecuting write starting at state P results in a state P' = (Sc,0’,sx). In P’, for every {, s.t.
p = o) = (Position, vy, x,&p), let p' be o’'(£,). Then p'.val = p.val + p.auzval and p'.prev = p.auzprev.

Proof. Let P, P', p and p’ be defined in the lemma. As write is deterministic, we can sequentially walk
through the statements of the write step. By applying Corollary to all statements, we get that p’.val =
p.val + p.auzval and p’.prev = p.auzprev. O

We then consider the schedule. As the fixpoint in the schedule first executes read and then write, we
define the following combined contract for read < write:

Lemma 8.5 (Fixpoint execution). Let P = (Sc,o,sx) be an AuDaLa state and let Lposition be the labels
of Position structs in P. Executing read<write starting at state P results in a state P’ = (Sc,0’,sx). In
P, for every ¢, s.t. p = a(l,) = (Position,v,x,&p), let p' be o' (). Then p’.val = p.val + p.prev.val,
p'.prev = p.prev.prev, p'.auzval = p.prev.val and p'.auzprev = p.prev.prev.

Proof. Follows from Lemmas [8:3] and [8-4] O
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We now prove the following two lemmas. As the proof for these lemmas can be efficiently combined, we
prove them together:

Lemma 8.6 (Termination). Ezxecuting Fix(read < write) terminates.

Lemma 8.7 (Result). Ezecuting Fix(read < write) starting at premise state Py = (Sc1,01, $x,) results in
a state P' = (Sc',0’,sx'). In P', for every {; s.t. position p; = o({;) with 1 <i < n, let p} be o’ ({p,). Then
pival = > pr-val.
Proof of Termination and Result. For the first lemma, the fixpoint terminates when an iteration is reached
which does not change any of the parameters. We need to prove that this iteration is eventually reached.
The second lemma is more straightforward. _

To prove both, we will first prove that after every iteration j of the fixpoint, pj.val = >, _, px.val, with
h =max (1,7 — 2/ + 1) and p.prev = €;_5; or null if i — 27 < 0 for any 1 < i < n, by induction on j.

j =1. For the first iteration, we start at premise state P; and end at a state P,. In P», according to

Lemma ph.val = p;.val + pi.prev.val = pival + pi_1.val, with p;_q = o1(6;—1). Ifi—1 < 1,
then p;_1 = null, as p1.prev = null, so p;_1.val = 0 and then p;.val + pi—1.val = p1.val. Therefore
pi.val = p;.val + p;_1.val =Y, _; pr.val, with h = max (1,i — 1) = max (1,i — 27 4+ 1), as j = 1.
We also know from Lemma that pl.prev = p;.prev.prev. If i —2 > 0, then i — 1 > 0, so with
piprev = i1 and p;_1 = o(bi—1), pi—1.prev = b9, so phprev = Lo = £; 5. I i —2 <0,
then either i+ — 1 < 0, in which case p;.prev.prev = null.prev = null, or i — 1 > 0, in which case
pi—1.prev = null, so p;.prev.prev = null and p}.prev = null.

j > 1. By the induction hypothesis, when we start at state P;_; = (Sc,0,sx) for iteration j, for any
pi = o(l;), pival = >, _, pr.val with h = max (1,5 — 2771 + 1) and p;.prev = £;_o,-1 or null if
i— 2771 < 0. Due to Lemma it follows that we end up in a state P; = (Sc’, o', sx’) s.t. for
ph = o(¥;), pi.val = p;.val + p;.prev.val and pl.prev = p;.prev.prev.

From the IH we know that p;.val = Zzzhpk.val with A = max (1,4 — 277! +1). Then if i — 2971 <0

we know that 7 — 27 < 0 and that p;.prev = null, so p;.prev_: null.prev = null. Additionally, h = 1,

so p;.val = > pg.val, and pl.val = p;.val + p;.prev.val = Y] pr.val +0 = >} px.val.

If i — 27~ > 0, then we know that p;.prev = £;_o;—1 with p;_9;-1 = d(f;_9;-1). Then either i —27 <0

or not.

If i —27 <0, then (i —2771) — 2771 <0, and then by the IH we know that p;_o;—1.prev = null, so

pl.prev = g;.prev.prev = null. Otherwise, p; _9j-1.prev = €;_o;, 0 pl.prev = £;_o;.

As i — 2971 > 0, we know that p;.val = Zzzi_2_j_1+lpk.val. We also know that p,_o;-1.val =
. i1 .

22;2; pr.-val with ¢ = max (1,7 — 27 4+ 1) by the IH and the facts established in the last paragraph.

. . oj—1 .
Then pl.val = p;.val + p;_oi-1.val = Z;Zi_m,lﬂpk.val + ZZ:Q; pr.val = Z;:gpk.val.
As this proves all parts of the IH for iteration j, the induction step holds.

Note that null.prev = null and null.val = 0. As per the induction, for any p; and any iteration j such that
27 > i, p;.prev = null. Therefore the prev parameter for p; will be stable in iteration [log, (i)] + 1.

Also note that in iteration log, (7) + 1, p;.val will be stable, as per the induction. Therefore, Lemma
holds; the fixpoint will terminate after [log,n] + 1 iterations, as the last of the n elements is the last to
become stable. ‘

After log, (n) + 1 iterations, p}.val = >, _, px.val, as per the induction, so Lemma H holds. O

This results in our conclusion:

Theorem 8.8 (Correctness of Listing {4). When executing the AuDaLa code as given in Listing 4] from
a premise state according to Definition for a set of elements p1,...,p, with values x1,...,x,, in the
resulting state, every Position q; corresponding to element p; with 1 < i < n has its val parameter set to

Z?c:l L.
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Proof. Follows from Lemma and the premise, as 22:1 pr.val = 22:1 Tk O

8.2. Proving Linked List Copy Sort Correct

In this subsection, we prove that the code as given in Listing [7] sorts correctly. We state the problem
formally as:

Problem 8.2 (Sorting). Given asequence S; of elements p1, . .., p, with distinct positive values 21, ..., z,,
rearrange these elements to a sequence Sy pi,...,p), with values 2/, ..., 2, s.t. for every element p; € Sy, a
copy of that element p/; exists s.t. p; € S and z} < x{, for every 1 <i <n.

The premise state of Listing[7]is given as:

Definition 8.9 (Premise of Listing . We define a premise state of the Linked List Copy Sort code as
a state P, = (Sc, 0, sx) s.t:

e For every element p; in pi,...,p, there exists a struct instance a; (in ag,...a,) with label ¢; (in
by, ..., 0y) s.t. a; = (OldElem,e,¢,&;) and o(¢;) = a;.

o There exists a non-null struct instance b with label ¢, s.t. b = (NewElem, ¢, ¢€,&,).
e For all a;, a;.val = x; with x; € x1,...x,, a;.place = b and a;.move = false.

e b.min = min(xy,...,z,), b.max = max(x1,...,x,) (which can be done with a method akin to prefix-
sum), b.spl = [(b.maz — b.min)/2] + b.min, b.next = . mems 021 = amems 002 = €S 1um10ms
b.hasSplit = false and b.done = true.

Considering the steps, note that to both checkStable and migrate, write-write race conditions are integral
to its function. Therefore, the determinism of steps in Listing[7] can be encapsulated by the following lemma:

Lemma 8.10. All of the following hold:

1. Only the parameter place.done can be involved in a race condition in the step checkStable, and if it is,
it is involved in a write-write race condition.

2. Only the parameters place.pl and place.p2 can be involved in a race condition in the step migrate, and
if they are, they are involved in a write-write race condition.

3. The step split is deterministic.
Proof. We prove all of the points separately:

1. From Listing [7] the only struct executing checkStable is the struct OldElem, and through the imple-
mentation of checkStable in OldElem, we know that place.done is the only parameter that is written to,
so only place.done has potential race conditions. As place.done is not read in the code of checkStable,
any race condition place.done is involved in must be a write-write race condition.

2. This point holds following the same reasoning as the first point, except with the parameters place.p!
and place.p2 and the step migrate.

3. In split, no parameters used are accessed indirectly, which is required for a potential race condition
to exist, according to Definition [7.9] Therefore, split has no potential race conditions. It follows that
split has no race conditions (Lemma [7.10) and therefore, split is deterministic (Lemma [7.6)). O

With this lemma, we can establish contracts for the steps in Listing [7]

Lemma 8.11 (migrate Contract). Let P = (Se,0,sx) be an AuDaLa state and let Loagiem C L be the
labels of OldElem structs in P. Ezecuting migrate starting at state P results in a state P' = (Se,0’,sx). In
P’ for every £, s.t. p=0(l,) = (OldElem,~,x,&p), D' = 0’ (£p), all of the following hold:
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1. p.move A p.place.hasSplit < p’.place = p.place.next,

2. (p.val > p.place.spl) < p’.move = true

3. (p.val < p.place.spl) = I € Loagiem-(0'(£) = q¢ A q.place = p’ .place A p'.place.pl = {),
4. (p.val > p.place.spl) = 3 € Loagiem-(0'(£) = q A q.place = p’.place A\ p’.place.p2 = {).

Proof. Let P, P', p and p’ be as defined in the lemma. As the only parameters accessed by p involved in
a race condition are p’.place.pl and p’.place.p2, which do not have any bearing on point 1 of the lemma,
we can walk deterministically through the lines relevant for point 1, lines 7 to 13. Through application
Corollary [7-18] point 1 follows, as place can only be updated when the if-statement resolves to true.

For point 2 and 3, note that the parameter move is not involved in any race conditions (as per
Lemma 7 we then know through application Corollary that mowve is set to false for the struct
instance of ¢, after line 13 and that p.val > p.place.spl < p’.move = true.

Then to prove that (p.val < p.place.spl) = I € Loiagiem (0’ (£) = gAg.place = p’.place\p’ .place.pl =
), let p; be the struct instance of the label ¢, at the moment of executing line 15 of the code. Then the
update of p;.place.pl may be in a race condition with another struct instance executing line 15, ¢; with
label 4,4, as long as ¢i.place = py.place. Therefore, by Corollary and Corollary we know that
after executing line 15, there exists a struct instance q; s.t. gi.place = py.place and py.place.pl = €,;. As
after line 13, the place parameter is not further updated in the step code, pi.place = p’.place and with
q=0'({,), q.place = q1.place, it follows by Corollary and Corollary that after executing line 15,
I € Lowriem-(0'(¢") = q A g.place = p'.place A p'.place.pl = £).

When p.val > p.place.split, we know that £, ¢ Lo, as then p.val = 0 and p.place.split = 0. Therefore,
we know through Corollary with line 19 that if (p.val > p.place.split), p'.move = true. Proving
that (p.val > p.place.spl) = 3 € Loagiem-(0'(€) = q A q.place = p’.place N p'.place.p2 = {) uses
the same reasoning as proving that (p.val < p.place.spl) = W € Lowgiem-(c'(£) = q A g.place =
p'.place N\ p’.place.pl = £), so point 4 holds. O

Lemma 8.12 (checkStable Contract). Let P = (Sc, 0, sx) be an AuDaLa state and let Loggienm C L be the
labels of OldElem structs in P. Ezxecuting checkStable starting at state P results in a state P' = (Sc,0’, sx).
In P, for every £, s.t. p=o(l,) = (OldElem,~, x,&p) and p' = o'({y), it holds that

(p-place.p2 # €Y umem) V (p-val < p.place.split A p.place.pl # (,) =
p’.place.done = false

Proof. Holds by application of Corollaries and Note that applying Corollary is this simple
because only false can be written to place.done. O

Corollary 8.13 (checkStable Reverse Contract). Let P = (Sc, o, sx) be an AuDaLa state and let L newEiem C
L be the labels of NewElem structs in P and let Logiem C L be the labels of OldElem structs in P.
Ezecuting checkStable starting at state P results in a state P’ = (Sc,0',sx). In P', for every £, s.t.
q = 0(ly) = (NewElem,~, x, &) and ¢' = o' ({y), it holds that

¢ .done = false <=
(¢.p2 # f%ldmem) V 3, € Logiem(o(L).val < g.split A q.pl #L,.)

Proof. Follows from applying Lemma [8.12] on all old elements from the perspective of the result, which
allows us to make the implication a bi-implication. O

Lemma 8.14 (split Contract). Let P = (Sc, 0, sx) be an AuDaLa state and let L£newgiem C L\ be the labels
of NewElem structs in P. Let Lp be all labels used in P. Executing split starting at state P results in a
state P' = (Se,0’,sx). In P, for every £, s.t. p = o(l,) = (OldElem,v, x,&p) and p' = o'(£y,), all of the

following hold:
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1. If ¢, € Ly, then p = p’ and no struct instance is created during the execution of split by the struct
instance of £p.

2. Iff ¢, ¢ Lo, all of the following hold:

(a) p'.done = true.
(b) Iff p.done = false:

i. ppl # umem N P-P2 # upem < H ¢ Lp.(c'(f) = (NewElem,e,e,&) N & =
EvrwBiem [{min — p.spl+1, spl +— p.spl+(p.max—p.spl) /2, maz — p.maz, next — p.next, done
true}] A p'.next = £) A p’.mazx = p.spl A\ p’.hasSplit = true,

ii. p.pl # 0 umem N D-P2 =L mem < D .maz = p.spl A\ p'.hasSplit = false,

iti. p-pl =0 umem N P-P2 # L imiem < D .min = p.spl + 1 A p'.hasSplit = false,
w. p'.spl = p'.min + (p'.maz — p’.min) /2 AP . p1 =00 mem NP P2 =L umem-

Proof. As, by Lemma[8.10] split does not have any race conditions, point 2 follows from multiple applications
of Corollary [7.18| For the first point, note that if ¢, € Lo, p.pI = €%, and p.p2 = €%, ... Therefore,
the struct instance of £, will not create a new struct instance as per line 27. That p = p’ again follows from
multiple applications of Corollary Therefore, point 1 holds. O

We then consider the schedule. We first fix the state after the first execution of migrate:

Lemma 8.15 (Fixpoint premise). Let Py be the premise state and let Ps be the state after the first execution
of migrate. Then in Py, all of the following hold:

1. For every element p; in p1,...,p, there exists a struct instance a; (in A = ay,...a,) with label ¢; (in
L=1t,...,0,) s.t. a; = (OldElem,¢e,e,&) and o(¢;) = a;.

2. There exists a non-null struct instance b with label £, s.t. b = (newElem,e,e,&).
8. For all a;, a;.val = x; with x; € x1,...x, and a;.place = b.

4. bomin = min(zq,...,2,), b.maz = max(z1,...,2,), .spl = (b.max — b.min)/2 + b.min, b.next =
O owEiems b-hasSplit = false and b.done = true.

5. Let Ay be the set of a; € A s.t. a;.val < b.spl, with labels Ly, and let Ao = A\ Ay, with labels Ly. Then
for all a; € Ay, a;.move = false, for all a; € As, a;.move = true, if |A1| > 0, 3; € Ly.(b.p1 = ¥¢,;),
and if |Ag| >0, 3¢; € La.(b.p2 = {;).

Proof. The first three points are directly derived from Definition[8:9] The last point follows from Lemma[8.11]
as when |A;1] > 0, there is at least one old element for which point 2 of Lemma applies, and if |As| > 0,

there is at least one old element for which point 3 of Lemma applies. Note that point 1 applies to none
of the elements from the premise. O

We then prove the following lemma specifying the effect of a single fixpoint execution:

Lemma 8.16 (Fixpoint execution contract). Let P = (Sec,0,sx) be an AuDaLa state, let Loagiem C L
be the labels of OldElem structs in P and let Lyewgiem C L be the labels of NewFElem structs in P. Let
Lp be all labels used in P. FEzxecuting an iteration of the fixrpoint starting at state P results in a state

P' = (Sc,0',sx). In P, for every £, s.t. p = o(l,) = (OldElem,~,x,&) and p' = o'(£y) and £, s.t.

q=0(ly) = (NewElem,~,x,&,), ¢ = c'(£y) and p.place = q, all of the following hold:

1. Ifl, € Lo, p=1p, and if £, € Lo, ¢ = ¢ and no structure instance is created during the execution of
split by the struct instance of £,.

2. Iff 6, ¢ Lo and €y ¢ Lo, all of the following hold:
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(a) ¢'.done = true
(b) Iff (q.p2 # 0% m1em) ¥V I € Loapiem (o(£y).val < g.split A q.p1 # £,.) all of the following hold:

i. ¢.p1 # umem N P2 # ppem < 3 ¢ Lp.(c'(f) = (NewElem,e,e,&) A& =
EowBiem [{min — q.spl + 1, spl — q.spl + 1+ (g.maz — (q.spl + 1)) /2, maz — q.maz, next —
g.next, done — true}] A q'.next = £) A ¢'.max = q.spl A ¢'.hasSplit = true

ii. q.p1 # amem N P2 = orimem < ¢ -mazx = q.spl A ¢'.hasSplit = false,
i, 4.p1 =00 umem N 4-P2 # amem <= ¢ -min = q.spl + 1 A ¢'.hasSplit = false,
w. ¢'.spl = ¢ .min+ (¢ maz — ¢’ . min) /2 N ¢ . p1 =00 mem N4 -P2 = 0D 1um1em -
v. ¢ .done”
(c) p.move A ¢’ .hasSplit <= p'.place = ¢'.next,
(d) (p.val > p'.place.spl) < p’'.move = true,
(e) (p.val < p'.place.spl) = I € Loagiem-(c'(€) = r Ar.place = p.place A p.place.pl = {),
(f) (p-val > p'.place.spl) = 3 € Loagiem- (0’ (£) =1 Ar.place = p'.place A p'.place.p2 = £).
Proof. This is a straightforward combination of the three contracts that make up the contracts for the
fixpoint. If 4, € Ly, then all of its parameters are null, so none of the updates of ¢, will lead to changed
parameters. If £, € Lo, then point 2 holds by Lemma Point 2a holds by Lemma The condition of
2b is from Corollary as checkStable determines whether done is false and the execution of split directly
depends on that, the clauses i-iv are lifted from split and therefore hold due to Lemma [8:14] Clause v is a
result of the interaction between checkStable and split; if the condition in 2b is true, then checkStable will

change q.done to false, which is later overwritten in split with true. If the condition is false, then g.done
will not be changed, but will stay constantly true. Clauses 2¢, 2d, 2¢, and 2f hold due to Lemma O

We then use this lemma to prove the following lemma for executions of the fixpoint from the fixpoint
premise:

Lemma 8.17 (Fixpoint execution properties). Let F;_1 = (Sc, 0, sx) be the state before the ith execution
of the fixpoint from Py as defined in Lemma|8.15], with Fo = Ps. Let Loggiem € L be the labels of OldElem

structs in F;_1 and let Lnewgiem C L be the labels of NewElem structs in F;_1. Let Lp be all labels used in
P. Let ¢, be a label of an OldElem struct instance, where o(£,) = p. Then the following all hold:

1. p.val > p.place.spl <= p.move = true.

2. (p.val < p.place.spl) = H € Lowniem-(0(€) = r Ar.place = p.place A p.place.pl = £),

3. (p.val > p.place.spl) = I € Lowpiem-(c(£) =r A r.place = p.place A p.place.p2 = ).

4. p.place.spl = p.place.min + | (p.place.maz — p.place.min)/2].

5. If p.place.next = €3, mroms then Bl € Lnewsiem-(0(l) =t A p.place # €y A t.next = €%, mrem)-
6. If p.place.next # €, grom» then p.place.max < p.place.next.min.

7. p.place.min < p.val < p.place.maz.

Additionally, let let F; = (Sc',0’,sx') be the state after the ith execution of the fixpoint from P, with
o'(by,) =p'. Then all of the the following properties, describing the relation between F;_1 and F;, also hold:

C1 p'.val = p.val and p’.val is stable.

R1 If 3¢, € Lowgiem \ {€p}-(6(l) = t A t.place = p.place) V p.val > p.place.spl, then p’.place.mar —
p’.place.min < [p.place.max — p.place.min/2].
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R2 If }t; € Lowmiem \ {€p}-(0(:) = t At.place = p.place) A p.val < p.place.spl, with p.place = £,, then
the struct instances of £, and ¢; do not make new struct instances in execution i and all parameters
of £, and {, are stable after execution i, p’.place = £, and ¢'.p1 = ¢,.

Proof. First, C1 directly follows from the fact that p’.val is not assigned a value in the contract in
Lemma [8.16] We use this to prove points 1-7 hold for all possible F; by induction on i:

i =20. Then F; = P,. Point 1, 2 and 3 hold by point 5 of the properties of P,. Point 4 holds by point 4
of the properties of P, as given in Lemma As there is only one NewElem b s.t. for all possible
p, p-place = b in P, (point 5), and b.next = E?\,ewElem in P, (point 6), points 5 and 6 of the lemma
hold. As b.min is the minimum value of all old elements and b.max is the maximum value of all old
elements, point 7 of the lemma also holds.

i > 0. Then as induction hypothesis, we assume points 1-7 hold for F;_;. Then we prove the points sepa-
rately:

1. Assume that p’.val > p’.place.spl. Then as the val parameter never gets written to in Listing [7}
p'.val > p'.place.spl <= p.val > p'.place.spl. Then by point 2d of Lemma p'.val >
p’.place.spl <= p'.move = true.

2. We assume that (p’.val < p’.place.spl), and prove that I € Logiem-(c'(£) = r A r.place =
p'.place A p'.place.pl = ¢). From Lemma due to the fact that p’.val = p.val, we can use
point 2e directly to establish this point.

3. Proven along the same lines as the above point, only using point 2f from Lemma [8:16] instead.

4. To prove that p'.place.spl = p'.min + | (p/.maz — p’.min)/2], note that p’.place is either equal
to p.place or not. We do a case distinction on these cases. If p’.place = p.place, according
to point 2b-iv in Lemma and the fact that AuDaLa only does integer calculations (and
therefore the result is automatically rounded down), this point holds. If p’.place # p.place,
let p.place = ¢, and let ¢ = o(¢;) and ¢ = o'({;). Then as p'.place # p.place and as the
only possible value is then p’.place = ¢'.next by point 2c¢ of Lemma we know from 2c
that p.move = true and ¢'.hasSplit = true. It then follows by point 2b-z of Lemma that
q .next.spl = q.spl + 1 + (g.maz — (q.spl + 1)) /2 = ¢’ .next.min + (¢'.next.max — ¢’ .next.min)/2.
Then, as again AuDala only does integer calculations, the point also holds in this case.

5. By the induction hypothesis, if p.place.next = E?VewElem, then 3 € Lncwsiem-(0(f) = t A
p.place # Uy A t.next = 0%, miem)- Then as no next parameter is set to null in Listing |7} if there
are two NewElems in F; with an empty next parameter, then both must be related to p.place.
Let p.place = ¢,, with ¢’(¢;) = ¢’. Then as the struct instance of ¢, can create only one new
struct instance in execution ¢, the NewFElem struct instances with an empty next parameter must
be ¢, and a struct instance with a label £ made by ¢,. But then by Lemma this can only be
¢’ .next, which means that ¢, does have a non-null value for next. Therefore, this point holds.

6. By the induction hypothesis, if p.place.next # K%ewElem, then p.place.max < p.place.next.min.
Let £y = p.place.next, with 0({y) = g and o’(¢4) = ¢'. Then g.min < ¢’'.min and p’.maz < p.maz,
as seen in cases 2b-(i-iv) of Lemma It follows that p’.max < ¢'.min so this point holds.

7. By the induction hypothesis, p.place.min < p.val < p.place.maz. Let p.place = £,. Let ¢ = o(¥,)
and ¢’ = o'({;). Then either p’.place = £, or not. We use a case distinction: If p’.place = {4,
then if the condition of 2b of Lemma does not hold for ¢, ¢’ = g, and as p’.val = p.val, this
point holds. We therefore assume that the condition of 2b does hold for g.

Then either p.move = true or not. In the case where p.move = true, we know that p’.val =
p.val > q.spl +1 > ¢'.min. To prove that p’.val < ¢’.maz, note that by the induction hypothesis,
it follows from p.val > q.spl + 1 that ¢.p2 # €%, (point 3 of this lemma). As we know that
p.move = true but that p’.place = {4, it follows that ¢'.hasSplit = false. From this it follows
that 2b-747 holds and 2b-¢ and 2b-i4 do not hold, from which we conclude that ¢'.maz = ¢.maz.
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It follows that p’.place.min < p'.val < p’.place.maz. If p.move = false, it follows that p’.val =
p.val < g.spl < ¢’.maz. We then also know that g.p1 # €%, (point 2 in this lemma), from
which it follows that either 2b-i or 2b-i7i of Lemma [8.16] can hold for £, and £, but not 2b-7i. In
both cases, ¢’.min = g.min, from whcih it follows that p’.place.min < p’.val < p’.place.maz.

It rests to prove the point if p’.place # ¢,. In this case, we know that p’.place = ¢’.next (the
only value other than /¢, it can have according to Lemma , from which it follows that
p.move = true and ¢'.hasSplit = true. From p.move = true, we get that p.val > q.spl + 1
(point 1 of this lemma). Then we know that ¢.p2 # (%5, (Point 3 of this lemma), from
which it follows that the condition for 2b holds for ¢,. As ¢'.hasSplit = true, it follows that
2b-1 holds for ¢, from which it follows that p’.place.min = q.spl + 1 and p’.place.mazx = q.maz.
As p'.val = p.val, it follows that p’.place.min < p’.val < p'.place.max. As then in all cases
p'.place.min < p’.val < p’.place.maz, this point holds.

As all points hold, the step case holds.

As the induction holds, points 1-7 hold. We use these points to prove points R1 and R2, for F;_; and F;:

R1.

R2.

If 3¢, € Lowariem-(0(ly) =t At.place = p.place) V p.val > p.place.spl, let p.place = {,, with o({;) = ¢
and o’ (¢,) = ¢'. Then if p.val > p.place.spl, we know from point 3 of this lemma that ¢.p2 # €%, mm
and from point 1 of this lemma that p.move = true. Then either 2b-i or 2b-iii of Lemma [8.16)
holds for p, p’, ¢ and ¢’. Regardless of the exact case, it follows that p’.place.min = q.spl + 1 and
p’.place.maz = q.maz. From point 4 of this lemma, we know that q.spl = g.min+|(q¢.max+q.min)/2],
SO

p’.place.maz — p’.place.min
= g.maz — (g.min + | (¢.-max — ¢.min)/2| + 1)
< (g.mazx — g.min) — (| (g.maz — g.min)/2])
= [(g.maz — q.min)/2]
= [(p.place.max — p.place.min)/2].

Then if p.val < p.place.spl, it holds that 3¢ € Lowmiem-(0(ly) = t A t.place = p.place), so we know
that there are multiple OldElems which qualify for ¢.p7. Then the condition of 2b holds, and either
2b-i holds or 2b-i7 holds. In both cases it follows that p’.place.maz = q.spl and p’.place.min = q.min.
From point 4 of this lemma, we know that ¢.spl = g.min + | (¢.maz + q.min)/2], so

o’ .place.max — p.place.min
= q.spl — q.min
= q.min — qg.min + | (g.maz + q.min) /2]
< [(g.max + g.min)/2]
= [p.place.maz — p.place.min/2].

It follows that R1 holds.

Assume 3 € Loapiem \ {lp}.(o(4) =t Nt.place = p.place) Ap.val < p.place.spl. The condition holds
straightforwardly when ¢, € Lo or ¢, € Ly, by point 1 of Lemma and the fact that no struct
instances are ever created by p during the execution of the fixpoint as per the same lemma. Then if
both ¢, and ¢, are not null-labels, as p does not create struct instances and the condition for 2b does
not hold for ¢ due to the assumption, no struct instances are created.

To prove that the parameters are stable, we also consider Lemma As the condition for 2b does
not hold, we know that only ¢.p! and ¢.p2 can have changed, through 2e and 2f. ¢'.done cannot have
changed, as only when the condition of 2b holds ¢’.done can be unstable.
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Due to our assumption, we know that 2f cannot apply and that ¢’.pI can only be ¢,. Additionally,
from point 2 of this lemma and our assumption, we also know that q.p7 = ¢,,. Therefore, all parameters
of g are stable and ¢'.pI = q.p1 =¥,

For the parameters of £, note that p.place = ¢;. Due to point 1 of this lemma, we know due to the
assumption that p.move = false, from which it follows by 2¢ of Lemma that p’.place = p.place =
¢,. Additionally, from the assumption and 2d of Lemma it follows that p’.move = false as well.
From point C of this lemma, p.val has not changed in the iteration and is stable. Therefore, all of the
parameters of £, are stable in p’ and p’.place = £,.

Then if 3, € Lowmiem \ {€p}-(0(€) =t A t.place = p.place) A p.val < p.place.spl, all parameters of ¢,
and ¢, are stable after the execution of the fixpoint iteration, p’.place = ¢, and ¢.p1 = £,,.

With all points proven, the lemma holds. O
We use this lemma to prove the following lemma:

Lemma 8.18 (Fixpoint termination and result). The execution of the fizpoint starting at Ps as specified
in Lemma terminates. Let P’ = (Se,0’,sx) be the state after the execution of the fizpoint. Then the
following all hold:

1. For every NewElem element q € o' with label £y, there is exactly one OldElem element p € o' with
label ¢, s.t. p.place = £, and p.place.min < p.val < p.place.maz. This element can be referenced by

q.pl.
2. For every NewElem element q € o’ s.t. g.next # (%, mjom» ¢-Max < g.next.min.
3. There is exactly one NewElem element q € o’ s.t. q.next = 0%, zem -

Proof. First of all, in any state P with struct environment o during or after the execution of the fixpoint,
there is always at least one OldElem p € o s.t. p.place = {, for every NewElem q € o with label ¢,. This
is due to new elements only being made if there are OldElems in both ¢.p! and q.p2 as representatives of
both halves of the range of ¢ and the range of ¢ being dynamically updated otherwise (Lemma .

Due to R1 of Lemma We know that if there are multiple elements with ¢, as value of their place
parameter before an iteration of the fixpoint, the range of ¢, will halve during the iteration of the fixpoint. As
we deal with distinct numbers, after enough halvings of the range, there will always eventually be exactly
one OldElem that has ¢, as its place, and due to the dynamic range halving, this element is eventually
referenced by the pI parameter of ¢;,. Due to R2 of Lemma it follows that that element and /¢, are
then stable. As this holds for any ¢4, all OldElems and NewElems will eventually be stable and the fixpoint
will terminate.

From this and from point 7 of Lemma [8.17] it also follows that point 1 of this lemma holds. Point 2
follows from point 6 of Lemma and point 3 holds from point 5 of Lemma Therefore, the entire
lemma holds. O

It then follows that:

Theorem 8.19 (Correctness of Listing @ When executing the AuDaLa code as given in Listing m from

a premise state according to Definition [8.9 for a set of elements p,...,p, with distinct positive values
X1,...,Tn, it results in a state in which the elements are arranged into a sequence Sy = p),...,pl with
values @', ...,z s.t. for every p; € S1, p; € S and xj < xj,, for every 1 <i <n.

Proof. The sequence is the sequence of NewFElems, with the corresponding OldElem referenced through
parameter pl. In this sequence, every old element is represented due to point 1 of Lemma the sequence
is complete due to point 2 and the sequence is sorted due to point 3 and point 1. O
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8.3. Conclusions on Proving AuDaLa programs

In this section, we identify some similarities of the proofs we have presented. The first thing we establish
is that we always maintain roughly the following structure, which we expect can be applied to most AuDalLa
proofs:

1. Establish the overall premise.
2. Establish the degree of determinism and find out which parameters are not directly deterministic.
3. Establish a contract for each step:

e Each step is considered separately.
e The syntax directly corresponds to the form of the step contract.

e Contracts can be combined by merging the relevant predicates; for example, a contract of a
sequence of two steps can be formed by first simplifying the precondition predicate for the second
step with the postcondition predicate for the first step and then adding the remaining predicate
to the precondition predicate of the first step.

e Contracts are relative: they require a basis element, which is standardly an abstract element
executing a step, but which can also be another involved element (as in the case of Corollary (8.13)).
It is therefore often possible to abstract away from which specific struct instance is executing a
step.

4. For every fixpoint sequentially:

e Establish the premise state before the fixpoint.
e Make a combined contract for the steps inside the fixpoint.
e Prove fixpoint termination (if possible).

e Prove the fixpoint result (which can be combined with the previous step).

5. Relate the result of executing the last step/fixpoint to the overall result, and relate that back to the
original premise state.

This gives us some insight in how we can further develop verification systems for AuDalLa. First of all, as step
contracts are relative to a basis and do not necessarily need to make assumptions about the context other
than the available structs and their parameters, they can be reasoned about locally. They are also modular,
for as the step contracts do not require context, they can be made separately and combined where necessary.
As steps are finite by definition, generating step contracts can be automated. Similarly, as determinism is
dependent on the syntax, this can possibly be automated as well. Then, for fixpoints, as they are always
dependent on stability of the entire system for termination, we estimate that the termination proof often
comes down to proving that there is a monotonic function over all the data which eventually stabilizes.
Finding this function also gives insight in the result of the fixpoint.

9. Related Work

Conceptually, our work is related to the Parallel Pointer Machine (PPM) [26], [40], which models memory
as a graph that is traversed by processors. AuDalLa differs from this in that processors are implicit and data
is the main focus.

The concept of cooperating data elements is present in the Chemical Abstract Machine[4T], based on
the I'-language [42] [43]. In the data-autonomous paradigm these components are coordinated by a schedule
as opposed to the Chemical Abstract Machine, where the data elements float around freely. By extension,
AuDalLa is related to the I'-Calculus Parallel Programming Framework [7].
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The data-autonomous paradigm shares the same focus on data as message passing languages like Active
Pebbles [8], ParCel-2 [I9] and AL-1 [9], but differs in using shared variables instead of synchronisation and
messages. It also does not allow the use of data as passive elements, like in the messages of MPT [20].

The specialist-parallel approach [44] models a problem as a network of relatively autonomous nodes which
perform one specified task. In comparison, the data-autonomous paradigm defines their specialists around
data instead of tasks and data elements perform multiple or no tasks depending on their steps.

In AuDal.a, the relations between data elements can be viewed as a graph, which is also the case for
graph based languages, such as DDG [23], a scheduling language, and GraphGrind [22], a graph partitioning
language. The Connection Machine [45] uses a graph-based hardware architecture for parallel computation.
Similarly, the way data is expressed in Legion [2I] and OP2 [I6] is similar to AuDalLa. However, these
two languages work top down from a main process that calls functions on data, which is unlike the data-
autonomous paradigm.

Since the data-autonomous paradigm extends data-parallelism (see Figure , AuDalLa shares concepts
with other data-parallel languages like CUDA [I7, 24] and OpenCL [I8]. It has the most in common
with object-oriented approaches to data-parallelism, like the POOL family of languages [6], languages in
which small elements do parallel computations based on their neighbours, like RELACS [13], PPC [14],
Chestnut [12] and the ParCel languages [11] [19], and actor languages.

Actor languages, like Ly [10], ParCel-1 [I1], PObC++ [46] and A-NETL [47], treat objects as indepen-
dent, collaborating actors, in a similar way as how the data-autonomous paradigm treats data. Often, these
languages use the message passing model to cooperate, which AuDala does not. Of those who do not,
OpenABL [48] uses agents similar to data elements, but gives the agents to functions instead of functions to
agents. Active Object languages [49] [50] do give their objects functions, which is very closely related to data
elements. The execution of functions in these objects however, is fully asynchronous: objects can activate
other objects by calling methods in them for them to execute. This is less structured than in AuDal.a, in
which the functions to be executed are defined in the schedule. As a result, AuDalLa does not use futures,
unlike most active object languages.

The use of a schedule in the data-autonomous paradigm relates AuDaLa to some more functional data-
parallel languages as well, like Halide [I5], which uses a schedule as well, and even Futhark [51], in which the
manipulation of an array has some similarity to calling a step in AuDalLa. The schedule can be considered
as a coordination language [52] for the paradigm and AuDalLa, but is fully integrated and required for both
to function. It also does not need to create channels between components, like for example Reo [53].

Similar to our motivation, ICE [54], which is a framework for implementing PRAM algorithms, sets the
goal of bridging the gap between algorithms and implementation. However, as ICE is based on a PRAM, it
is not data autonomous.

In our approach for proving AuDala programs, we take cues from Hoare logic [55] [56], which has
previously been used and expanded upon to prove programs correct or find correct programs [57, 58, 59, [60]
611, [62, [63] and of which some principles seem to suit AuDaLa particularly well.

Our proofs consist of two parts. The first part, in which we generate step contracts, is akin to symbolic
execution [64], 65], albeit a variant which does not need to consider loops and needs to include parallelism.
Our approach, like separation logic [66, [67], has a local focus: contracts are generated relative to their exe-
cuting elements, consider only the parameters accessed by their executing elements and work with pointers.
However, the way this locality is achieved is orthogonal; where separation logic partitions the memory to
achieve locality for processes, our approach partitions the process into the steps and achieves the locality by
only considering one step at a time.

The second part of the proofs aligns more with the standard practices of the Hoare logic family, where
there is a precondition (defined by the initialization), an envisioned postcondition and the proof needs to
bridge the gap between them. The difference is that instead of predefined rules (as used by Hoare logic
family methods), the rules used here are the step contracts generated in the first part.

In our approach, we make a distinction between write-write race conditions and read-write race condi-
tions, where we consider write-write race conditions benign enough to include and read-write race conditions
as harmful. Distinctions between race conditions, whether it is good to have them and methods to find the
harmful ones have been discussed before [68] [69].
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10. Conclusion

In this paper, we presented the data-autonomous paradigm and introduced it by means of the Au-
tonomous Data Language, by giving examples of standard algorithms and discussing the syntax, type system
and semantics. We have given the basics for proving algorithms correct in AuDaLa, and demonstrated their
use by proving some examples correct. While we do not prove the safety of our type system in this paper,
we suspect that it can be derived from Theorem [7.14 We leave that to future work.

Our contributions contribute to the research on the data-autonomous paradigm. With this paper, we
have shown that the data-autonomous paradigm can be simple and verifiable. This combines with earlier
work [27], where we show that AuDala is Turing Complete, to show that the paradigm is not less expressive
than other paradigms. We have also defined a weak memory semantics for AuDaLa in [28], which is used to
create a compiler from AuDala to CUDA in [29], which allows for feasibly fast parallel execution of AuDaLa
programs, demonstrating that the data-autonomous paradigm can be used practically.

One extension which we think is quite important for the practical use of AuDal.a is an extension to allow
inheritance and packages in AuDalLa. Currently AuDala does not support these, which can lead to quite
large struct definitions which have implementations of multiple different algorithms and functions in them.
These algorithms also need to be reimplemented for every new struct type. With inheritance, it would be
easier to make multiple subtypes of structs, which would ease this problem, while packages would allow
structs to refer to different files for implementations. Note that these packages would need to also define a
set of parameters required to be able to use the implementation in them.

For another practical extension, note that currently AuDalLa is focused on design of programs and not on
the debugging of programs. It does not give error messages or halt when the given program does unexpected
things which may not have been the intention of the programmer (such as have data races or write to null).
The current view is that the programmer should understand what the program does from its design, not its
effects. However, an extension of AuDaLa could be the inclusion of error messages and possible interruptions
when a possibly unintended behaviour happens. Note that this will have an impact on Theorem

With the strong modularity of the steps and the structure of the proofs given in Section [8] we were
strongly reminded of Hoare Logic [55] and Concurrent Separation Logic [66, 67]. In the future, we intend to
formalize a proof method for AuDala using, or based on, a suitable Hoare Logic or CSL, using the insights
gained from the lemmas of Section [7] and the proofs of Section

In other future work, we can extend on AuDala by finding and implementing algorithms to reduce the
manual work it takes to generate AuDala step contracts. We can also utilize AuDal.a’s commands to create
data-race finding methods or extend AuDaLa. It would also be interesting to mechanize some of the proofs
in a proving framework. Lastly, we can also look further into which domains of programs are particularly
well expressed in AuDalLa, and compare AuDala to languages of that domain.
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